Constructor

**Note:**  java compiler creates a default constructor if your class doesn't have any.

A Java constructor cannot be abstract, static, final, and synchronized

Note: We can use [access modifiers](https://www.javatpoint.com/access-modifiers) while declaring a constructor. It controls the object creation.

Java Copy Constructor

There is no copy constructor in Java. However, we can copy the values from one object to another

Many ways to copy

By constructor, By assigning the values of one object into another, By clone() method of Object class

 //constructor to initialize another object

    Student6(Student6 s){

    id = s.id;

    name =s.name;

    }

Does constructor return any value?

Yes, it is the current class instance (You cannot use return type yet it returns a value).

Can constructor perform other tasks instead of initialization?

Yes, like object creation, starting a thread, calling a method, etc. You can perform any operation in the constructor as you perform in the method.

Is there Constructor class in Java?

Yes.

What is the purpose of Constructor class?

Java provides a Constructor class which can be used to get the internal information of a constructor in the class. It is found in the java.lang.reflect package.

Static

The **static keyword** in [Java](https://www.javatpoint.com/java-tutorial) is used for memory management mainly. We can apply static keyword with [variables](https://www.javatpoint.com/java-variables), methods, blocks and [nested classes](https://www.javatpoint.com/java-inner-class).

Java static variable gets memory only once in the class area at the time of class loading.

Advantages : makes your program **memory efficient** (i.e., it saves memory).

static method.

The static method can not use non static data member or call non-static method directly.

this and super cannot be used in static context.

Java static block

Is used to initialize the static data member.

It is executed before the main method at the time of classloading.

This

this() : to invoke current class constructor. it is used for constructor chaining. Call to this() must be the first statement

Inheritance

**IS-A relationship** which is also known as a parent-child relationship.

If a class have an entity reference, it is known as Aggregation. Aggregation represents HAS-A relationship.

Method Overloading is not possible by changing the return type of the method only.

One type is promoted to another implicitly if no matching datatype is found during method overloading.
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Rules for Method Overriding

The method must have the same name, parameter as in the parent class

There must be an IS-A relationship (inheritance).

Can we override static method?

No, a static method cannot be overridden.

Why can we not override static method?

It is because the static method is bound with class whereas instance method is bound with an object. Static belongs to the class area, and an instance belongs to the heap area.

Can we override java main method?

No, because the main is a static method.

Covariant Return Type

it is possible to override method by changing the return type if subclass overrides any method whose return type is Non-Primitive but it changes its return type to subclass type.

**class** A

{

 A get(){**return** **this**;}

}

**class** B1 **extends** A

{

B1 get(){**return** **this**;}

**void** message(){System.out.println("welcome to covariant return type");}

**public** **static** **void** main(String args[])

{

n**ew** B1().get().message();

}

}

welcome to covariant return type

Advantages of Covariant Return Type

advantages of the covariant return type.

1) assists to stay away from the confusing type casts in the class hierarchy and makes the code more usable, readable, and maintainable.

2) In the method overriding, the covariant return type provides the liberty to have more to the point return types.

3) helps in preventing the run-time *ClassCastExceptions* on returns.

How is Covariant return types implemented?

Java doesn't allow the return type-based overloading, but JVM always allows return type-based overloading. JVM uses the full signature of a method for lookup/resolution. i.e., a class can have two or more methods differing only by return type. javac uses this fact to implement covariant return types.

Super Keyword in Java : It is a reference variable which is used to refer immediate parent class object.

super can be used to refer immediate parent class instance variable.

super can be used to invoke immediate parent class method, constructor

Note: super() is added in each class constructor automatically by compiler if there is no super() or this().

**Instance initializer block**

|  |
| --- |
| **It** is used to initialize the instance data member. It run each time when object of the class is created. |
| Need : Suppose I have to perform some operations while assigning value to instance data member e.g. a for loop to fill a complex array or error handling etc. |

There are three places in java where you can perform operations: method, constructor, block

Rules: The instance initializer block is invoked after the parent class constructor is invoked (i.e. after super() constructor call).The instance initializer block comes in the order in which they appear.

The **final keyword** in java is used to restrict the user. Final can be: variable, method, class

1) If you make any variable as final, you cannot change the value of final variable(It will be constant).

2) If you make any method as final, you cannot override it.

3) If you make any class as final, you cannot extend it.

Q) Is final method inherited? Yes, final method is inherited but you cannot override it.

A final variable that is not initialized at the time of declaration is known as blank final variable.

If you want to create a variable that is initialized at the time of creating object and once initialized may not be changed, it is useful. For example PAN CARD number of an employee.

It can be initialized only in constructor.

static blank final variable

A static final variable that is not initialized at the time of declaration is known as static blank final variable. It can be initialized only in static block.

Q) What is final parameter? If you declare any parameter as final, you cannot change the value of it.

Q) Can we declare a constructor final? No, because constructor is never inherited.

If you overload a static method in Java, it is the example of compile time polymorphism.

**Runtime polymorphism** or **Dynamic Method Dispatch** is a process in which a call to an overridden method is resolved at runtime rather than compile-time.

In this process, an overridden method is called through the reference variable of a superclass. The determination of the method to be called is based on the object being referred to by the reference variable.

Rule: Runtime polymorphism can't be achieved by data members.

[Upcasting](https://www.geeksforgeeks.org/upcasting-vs-downcasting-in-java/) is casting a subtype to a super type in an upward direction to the inheritance tree.

[Downcasting](https://www.geeksforgeeks.org/upcasting-vs-downcasting-in-java/) refers to the procedure when subclass type refers to the object of the parent class is known as downcasting. The object which is already upcast, that object only can be performed downcast.

**Implementation:**

**(A)**Upcasting

|  |
| --- |
| class Parent  {    void show()    {      System.out.println("Parent show method is called");    }  }    class Child extends Parent    {      void show()      {      System.out.println("Child show method is called");      }    }    class Demo  {         Parent obj = new Child();         obj.show();      } |

**Output**

Child show method is called

**(B)**Downcasting

![Diagram
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|  |
| --- |
| class Vehicles {}    class Car extends Vehicles {      static void method(Vehicles v)      {          if (v instanceof Car) {              // Downcasting              Car c = (Car)v;                     System.out.println("Downcasting performed");          }      }        public static void main(String[] args)      {         Vehicles v = new Car();          Car.method(v);      }  } |

**Output**

Downcasting performed

*NOTE : Without perform upcast if we try to downcast , ClassCastException will be thrown.*

**Static Binding(Early Binding) and Dynamic Binding(Late Binding)**

Connecting a method call to the method body is known as binding.
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When type of the object is determined at compiled time(by the compiler), it is known as static binding.

If there is any private, final or static method in a class, there is static binding.

Example of static binding

**class** Dog{

**private** **void** eat(){System.out.println("dog is eating...");}

**public** **static** **void** main(String args[]){

  Dog d1=**new** Dog();

  d1.eat();

 }

}

Dynamic binding

When type of the object is determined at run-time, it is known as dynamic binding.

Example of dynamic binding

**class** Animal{

**void** eat(){System.out.println("animal is eating...");}

}

**class** Dog **extends** Animal{

**void** eat(){System.out.println("dog is eating...");}

**public** **static** **void** main(String args[]){

  Animal a=**new** Dog();

  a.eat();

 }

}

**Abstract class**

It can have [constructors](https://www.javatpoint.com/java-constructor) and static methods also.

It cannot be instantiated.

It can have final methods which will force the subclass not to change the body of the method.

Abstract Method in Java

A method which is declared as abstract and does not have implementation is known as an abstract method.

Rule: If there is an abstract method in a class, that class must be abstract.

Rule: If you are extending an abstract class that has an abstract method, you must either provide the implementation of the method or make this class abstract.

Another real scenario of abstract class

The abstract class can also be used to provide some implementation of the [interface](https://www.javatpoint.com/interface-in-java). In such case, the end user may not be forced to override all the methods of the interface.

**Interface in Java**

It has static constants and abstract methods. **represents the IS-A relationship**.

It is used to achieve abstraction. Support multiple inheritance. Achieve loose coupling.

The Java compiler adds public and abstract keywords before the interface method. Moreover, it adds public, static and final keywords before data members.

It cannot be instantiated just like the abstract class.

Since Java 8, we can have **default and static methods** in an interface.

Since Java 9, we can have **private methods** in an interface.

Interface fields are public, static and final by default, and the methods are public and abstract.
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Q) Multiple inheritance is not supported through class in java, but it is possible by an interface, why?

multiple inheritance is not supported in [class](https://www.javatpoint.com/object-and-class-in-java) because of ambiguity. Interface: no ambiguity;because its implementation is provided by the implementation class.

Java 8 Default Method in Interface

**interface** Drawable{

**default** **void** msg(){System.out.println("default method");}

}

Java 8 Static Method in Interface

**interface** Drawable{

**static** **int** cube(**int** x){**return** x\*x\*x;}

}

Q) What is marker or tagged interface?

An interface which has no member is known as a marker or tagged interface, for example, [Serializable](https://www.javatpoint.com/serialization-in-java), Cloneable, Remote, etc. They are used to provide some essential information to the JVM so that JVM may perform some useful operation.

//How Serializable interface is written?

**public** **interface** Serializable{

}

Nested Interface in Java

**interface** printable{

**void** print();

**interface** MessagePrintable{

**void** msg();

 }

}

**Java Package**

Advantage of Java Package

easily maintained; access protection; removes naming collision.

//save as Simple.java

**package** mypack;

**public** **class** Simple{

**public** **static** **void** main(String args[]){

    System.out.println("Welcome to package");

   }

}

How to compile java package

If you are not using any IDE, you need to follow the **syntax** given below:

javac -d directory javafilename

The -d is a switch that tells the compiler where to put the class file i.e. it represents destination. The . represents the current folder.

How to run java package program

You need to use fully qualified name e.g. mypack.Simple etc to run the class.

|  |
| --- |
| **To Compile:** javac -d . Simple.java |
| **To Run:** java mypack.Simple |
|  |

How to access package from another package?

There are three ways to access the package from outside the package.

import package.\*;

import package.classname;

fully qualified name.

Note: If you import a package, subpackages will not be imported.

How to put two public classes in a package?

|  |
| --- |
| If you want to put two public classes in a package, have two java source files containing one public class, but keep the package name same. |

**Static Import**

access any static member of a class directly.

**Access Modifiers**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Access Modifier** | **within class** | **within package** | **outside package by subclass only** | **outside package** |
| **Private** | Y | N | N | N |
| **Default** | Y | Y | N | N |
| **Protected** | Y | Y | Y | N |
| **Public** | Y | Y | Y | Y |

Note: A class cannot be private or protected except nested class.

Java Access Modifiers with Method Overriding

If you are overriding any method, overridden method (i.e. declared in subclass) must not be more restrictive.

The default modifier is more restrictive than protected.

Object Cloning in Java

The clone() method of Object class is used to clone an object.

The **java.lang.Cloneable interface** must be implemented by the class whose object clone we want to create. If we don't implement Cloneable interface, clone() method generates **CloneNotSupportedException**.

The **clone() method** is defined in the Object class.

Why use clone() method ?

The **clone() method** saves the extra processing task for creating the exact copy of an object. If we perform it by using the new keyword, it will take a lot of processing time to be performed that is why we use object cloning.

Just define a parent class, implement Cloneable in it, provide the definition of the clone() method

Object.clone() supports only shallow copying but we will need to override it if we need deep cloning.

**class** Student18 **implements** Cloneable{

**public** Object clone()**throws** CloneNotSupportedException{

**return** **super**.clone();

}

**public** **static** **void** main(String args[]){

**try**{

Student18 s1=**new** Student18(101,"amit");

Student18 s2=(Student18)s1.clone();

**}catch**(CloneNotSupportedException c){}

}

}

**Basic Math methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| [Math.abs()](https://www.javatpoint.com/java-math-abs-method) | It will return the Absolute value of the given value. |
| [Math.max()](https://www.javatpoint.com/java-math-max-method) | It returns the Largest of two values. |
| [Math.min()](https://www.javatpoint.com/java-math-min-method) | It is used to return the Smallest of two values. |
| [Math.round()](https://www.javatpoint.com/java-math-round-method) | It is used to round of the decimal numbers to the nearest value. |
| [Math.sqrt()](https://www.javatpoint.com/java-math-sqrt-method) | It is used to return the square root of a number. |
| [Math.cbrt()](https://www.javatpoint.com/java-math-cbrt-method) | It is used to return the cube root of a number. |
| [Math.pow()](https://www.javatpoint.com/java-math-pow-method) | It returns the value of first argument raised to the power to second argument. |
| [Math.signum()](https://www.javatpoint.com/java-math-signum-method) | It is used to find the sign of a given value. |
| [Math.ceil()](https://www.javatpoint.com/java-math-ceil-method) | It is used to find the smallest integer value that is greater than or equal to the argument or mathematical integer. |
| [Math.floor()](https://www.javatpoint.com/java-math-floor-method) | It is used to find the largest integer value which is less than or equal to the argument and is equal to the mathematical integer of a double value. |
| [Math.random()](https://www.javatpoint.com/java-math-random-method) | It returns a double value with a positive sign, greater than or equal to 0.0 and less than 1.0. |

**Wrapper classes in Java**

Useul for Collections, Serialization, Synchronization, etc.

Autoboxing, unboxing and Creating the custom wrapper class

* **Change the value in Method:** Java supports only call by value. So, if we pass a primitive value, it will not change the original value. But, if we convert the primitive value in an object, it will change the original value.
* **Serialization:** We need to convert the objects into streams to perform the serialization. If we have a primitive value, we can convert it into objects through the wrapper classes.
* **Synchronization:** Java synchronization works with objects in Multithreading.
* **java.util package:** The java.util package provides the utility classes to deal with objects.
* **Collection Framework:** Java collection framework works with objects only. All classes of the collection framework (ArrayList, LinkedList, Vector, HashSet, LinkedHashSet, TreeSet, PriorityQueue, ArrayDeque, etc.) deal with objects only.

**Strictfp Keyword**

ensures that you will get the same result on every platform if you perform operations in the floating-point variable.

The strictfp keyword can be applied on methods, classes and interfaces.

The strictfp keyword **cannot** be applied on abstract methods, variables or constructors.

**Creating API Document | javadoc tool**

In the java file, we must use the documentation comment /\*\*... \*/ to post information for the class, method, constructor, fields etc.To create the document API, you need to use the javadoc tool followed by java file name. There is no need to compile the javafile.

On the command prompt, you need to write: javadoc M.java

to generate the document api. Now, there will be created a lot of html files. Open the index.html file to get the information about the classes.

**Java String**

Note: String objects are stored in a special memory area known as the "string constant pool".

![Java String](data:image/png;base64,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)

Why Java uses the concept of String literal? To make Java more memory efficient

By new keyword

String s=**new** String("Welcome");//creates two objects and one reference variable

In such case, [JVM](https://www.javatpoint.com/jvm-java-virtual-machine) will create a new string object in normal (non-pool) heap memory, and the literal "Welcome" will be placed in the string constant pool. The variable s will refer to the object in a heap (non-pool).

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | [char charAt(int index)](https://www.javatpoint.com/java-string-charat) | It returns char value for the particular index |
| 2 | [int length()](https://www.javatpoint.com/java-string-length) | It returns string length |
| 5 | [String substring(int beginIndex)](https://www.javatpoint.com/java-string-substring) | It returns substring for given begin index. |
| 6 | [String substring(int beginIndex, int endIndex)](https://www.javatpoint.com/java-string-substring) | It returns substring for given begin index and end index. |
| 7 | [boolean contains(CharSequence s)](https://www.javatpoint.com/java-string-contains) | It returns true or false after matching the sequence of char value. |
| 10 | [boolean equals(Object another)](https://www.javatpoint.com/java-string-equals) | It checks the equality of string with the given object. |
| 11 | [boolean isEmpty()](https://www.javatpoint.com/java-string-isempty) | It checks if string is empty. |
| 12 | [String concat(String str)](https://www.javatpoint.com/java-string-concat) | It concatenates the specified string. |
| 13 | [String replace(char old, char new)](https://www.javatpoint.com/java-string-replace) | It replaces all occurrences of the specified char value. |
| 14 | [String replace(CharSequence old, CharSequence new)](https://www.javatpoint.com/java-string-replace) | It replaces all occurrences of the specified CharSequence. |
| 15 | [static String equalsIgnoreCase(String another)](https://www.javatpoint.com/java-string-equalsignorecase) | It compares another string. It doesn't check case. |
| 16 | [String[] split(String regex)](https://www.javatpoint.com/java-string-split) | It returns a split string matching regex. |
| 17 | [String[] split(String regex, int limit)](https://www.javatpoint.com/java-string-split) | It returns a split string matching regex and limit. |
| 18 | [String intern()](https://www.javatpoint.com/java-string-intern) | It returns an interned string. |
| 19 | [int indexOf(int ch)](https://www.javatpoint.com/java-string-indexof) | It returns the specified char value index. |
| 20 | [int indexOf(int ch, int fromIndex)](https://www.javatpoint.com/java-string-indexof) | It returns the specified char value index starting with given index. |
| 21 | [int indexOf(String substring)](https://www.javatpoint.com/java-string-indexof) | It returns the specified substring index. |
| 22 | [int indexOf(String substring, int fromIndex)](https://www.javatpoint.com/java-string-indexof) | It returns the specified substring index starting with given index. |
| 23 | [String toLowerCase()](https://www.javatpoint.com/java-string-tolowercase) | It returns a string in lowercase. |
| 24 | [String toLowerCase(Locale l)](https://www.javatpoint.com/java-string-tolowercase) | It returns a string in lowercase using specified locale. |
| 25 | [String toUpperCase()](https://www.javatpoint.com/java-string-touppercase) | It returns a string in uppercase. |
| 26 | [String toUpperCase(Locale l)](https://www.javatpoint.com/java-string-touppercase) | It returns a string in uppercase using specified locale. |
| 27 | [String trim()](https://www.javatpoint.com/java-string-trim) | It removes beginning and ending spaces of this string. |
| 28 | [static String valueOf(int value)](https://www.javatpoint.com/java-string-valueof) | It converts given type into string. It is an overloaded method. |

 In Java, **String objects are immutable**. Immutable simply means unmodifiable or unchangeable.

Once String object is created its data or state can't be changed but a new String object is created.

There are three ways to compare String in Java:

By Using equals() Method

By Using == Operator

By compareTo() Method

1) By Using equals() Method : It compares values of string for equality.

2) By Using == operator : The == operator compares references not values.

3) By Using compareTo() method : compares values lexicographically

**s1 == s2** : The method returns 0.

**s1 > s2** : The method returns a positive value.

**s1 < s2** : The method returns a negative value.

**String Concatenation in Java**

 String s="Sachin"+" Tendulkar";

The **Java compiler transforms** above code to this:

String s=(**new** StringBuilder()).append("Sachin").append(" Tendulkar).toString();

Note: After a string literal, all the + will be treated as string concatenation operator.

There are some other possible ways to concatenate Strings in Java,

1. String concatenation using StringBuilder class

2. String concatenation using format() method

3. String concatenation using String.join() method (Java Version 8+)

4. String concatenation using StringJoiner class (Java Version 8+)

5. String concatenation using Collectors.joining() method (Java (Java Version 8+)

**Java StringBuffer**

Java StringBuffer class is used to create mutable (modifiable) String objects.

Note: Java StringBuffer class is thread-safe i.e. multiple threads cannot access it simultaneously.

|  |  |  |
| --- | --- | --- |
| **Modifier and Type** | **Method** | **Description** |
| public synchronized StringBuffer | append(String s) | It is used to append the specified string with this string. The append() method is overloaded like append(char), append(boolean), append(int), append(float), append(double) etc. |
| public synchronized StringBuffer | insert(int offset, String s) | It is used to insert the specified string with this string at the specified position. The insert() method is overloaded like insert(int, char), insert(int, boolean), insert(int, int), insert(int, float), insert(int, double) etc. |
| public synchronized StringBuffer | replace(int startIndex, int endIndex, String str) | It is used to replace the string from specified startIndex and endIndex. |
| public synchronized StringBuffer | delete(int startIndex, int endIndex) | It is used to delete the string from specified startIndex and endIndex. |
| public synchronized StringBuffer | reverse() | is used to reverse the string. |
| public int | capacity() | It is used to return the current capacity. |
| public void | ensureCapacity(int minimumCapacity) | It is used to ensure the capacity at least equal to the given minimum. |
| public char | charAt(int index) | It is used to return the character at the specified position. |
| public int | length() | It is used to return the length of the string i.e. total number of characters. |
| public String | substring(int beginIndex) | It is used to return the substring from the specified beginIndex. |
| public String | substring(int beginIndex, int endIndex) | It is used to return the substring from the specified beginIndex and endIndex. |

What is a mutable String?

A String that can be modified or changed is known as mutable String. StringBuffer and StringBuilder classes are used for creating mutable strings.

Java StringBuilder Class

Java StringBuilder class is used to create mutable (modifiable) String. The Java StringBuilder class is same as StringBuffer class except that it is non-synchronized.

String returns new hashcode while performing concatenation but the StringBuffer class returns same hashcode.

|  |  |
| --- | --- |
| **Method** | **Description** |
| public StringBuilder append(String s) | It is used to append the specified string with this string. The append() method is overloaded like append(char), append(boolean), append(int), append(float), append(double) etc. |
| public StringBuilder insert(int offset, String s) | It is used to insert the specified string with this string at the specified position. The insert() method is overloaded like insert(int, char), insert(int, boolean), insert(int, int), insert(int, float), insert(int, double) etc. |
| public StringBuilder replace(int startIndex, int endIndex, String str) | It is used to replace the string from specified startIndex and endIndex. |
| public StringBuilder delete(int startIndex, int endIndex) | It is used to delete the string from specified startIndex and endIndex. |
| public StringBuilder reverse() | It is used to reverse the string. |
| public int capacity() | It is used to return the current capacity. |
| public void ensureCapacity(int minimumCapacity) | It is used to ensure the capacity at least equal to the given minimum. |
| public char charAt(int index) | It is used to return the character at the specified position. |
| public int length() | It is used to return the length of the string i.e. total number of characters. |
| public String substring(int beginIndex) | It is used to return the substring from the specified beginIndex. |
| public String substring(int beginIndex, int endIndex) | It is used to return the substring from the specified beginIndex and endIndex. |

|  |  |  |
| --- | --- | --- |
| **No.** | **String** | **StringBuffer** |
| 1) | The String class is immutable. | The StringBuffer class is mutable. |
| 2) | String is slow and consumes more memory when we concatenate too many strings because every time it creates new instance. | StringBuffer is fast and consumes less memory when we concatenate t strings. |
| 3) | String class overrides the equals() method of Object class. So you can compare the contents of two strings by equals() method. | StringBuffer class doesn't override the equals() method of Object class. |
| 4) | String class is slower while performing concatenation operation. | StringBuffer class is faster while performing concatenation operation. |
| 5) | String class uses String constant pool. | StringBuffer uses Heap memory |

Difference between StringBuffer and StringBuilder

. The String class is an immutable class whereas StringBuffer and StringBuilder classes are mutable.

|  |  |  |
| --- | --- | --- |
| **No.** | **StringBuffer** | **StringBuilder** |
| 1) | StringBuffer is synchronized i.e. thread safe. It means two threads can't call the methods of StringBuffer simultaneously. | StringBuilder is non-synchronized i.e. not thread safe. It means two threads can call the methods of StringBuilder simultaneously. |
| 2) | StringBuffer is less efficient than StringBuilder. | StringBuilder is more efficient than StringBuffer. |
| 3) | StringBuffer was introduced in Java 1.0 | StringBuilder was introduced in Java 1.5 |

How to create Immutable class?

There are many immutable classes like String, Boolean, Byte, Short, Integer, Long, Float, Double etc. In short, all the wrapper classes and String class is immutable. We can also create immutable class by creating final class that have final data members

* The instance variable of the class is final i.e. we cannot change the value of it after creating an object.
* The class is final so we cannot create the subclass.
* There is no setter methods i.e. we have no option to change the value of the instance variable.

mber: ABC123

Java String FAQs or Interview Questions

1) How many objects will be created in the following code?

String s1="javatpoint";

String s2="javatpoint";

**Answer:** Only one.

3) Is String class final?

**Answer:** Yes.

29.6MOOPs Concepts in Java

**Java Regex**

*define a pattern for searching or manipulating strings*.

The Matcher and Pattern classes provide the facility of Java regular expression.

**import** java.util.regex.\*;

**public** **class** RegexExample1{

**public** **static** **void** main(String args[]){

//1st way

Pattern p = Pattern.compile(".s");//. represents single character

Matcher m = p.matcher("as");

**boolean** b = m.matches();

//2nd way

**boolean** b2=Pattern.compile(".s").matcher("as").matches();

//3rd way

**boolean** b3 = Pattern.matches(".s", "as");

System.out.println(b+" "+b2+" "+b3);

}}

Regex Character classes

|  |  |  |
| --- | --- | --- |
| **No.** | **Character Class** | **Description** |
| 1 | [abc] | a, b, or c (simple class) |
| 2 | [^abc] | Any character except a, b, or c (negation) |
| 3 | [a-zA-Z] | a through z or A through Z, inclusive (range) |
| 4 | [a-d[m-p]] | a through d, or m through p: [a-dm-p] (union) |
| 5 | [a-z&&[def]] | d, e, or f (intersection) |
| 6 | [a-z&&[^bc]] | a through z, except for b and c: [ad-z] (subtraction) |
| 7 | [a-z&&[^m-p]] | a through z, and not m through p: [a-lq-z](subtraction) |

Regex Quantifiers

The quantifiers specify the number of occurrences of a character.

|  |  |
| --- | --- |
| **Regex** | **Description** |
| X? | X occurs once or not at all |
| X+ | X occurs once or more times |
| X\* | X occurs zero or more times |
| X{n} | X occurs n times only |
| X{n,} | X occurs n or more times |
| X{y,z} | X occurs at least y times but less than z times |

Regex Metacharacters

The regular expression metacharacters work as shortcodes.

|  |  |
| --- | --- |
| **Regex** | **Description** |
| . | Any character (may or may not match terminator) |
| \d | Any digits, short of [0-9] |
| \D | Any non-digit, short for [^0-9] |
| \s | Any whitespace character, short for [\t\n\x0B\f\r] |
| \S | Any non-whitespace character, short for [^\s] |
| \w | Any word character, short for [a-zA-Z\_0-9] |
| \W | Any non-word character, short for [^\w] |
| \b | A word boundary |
| \B | A non word boundary |

**Exception Handling in Java**
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There are mainly two types of exceptions: checked and unchecked. An error is considered as the unchecked exception.

1) Checked Exception : The classes that directly inherit the Throwable class except RuntimeException and Error are known as checked exceptions. Checked exceptions are checked at compile-time.

2) Unchecked Exception : The classes that inherit the RuntimeException are known as unchecked exceptions. Are checked at runtime.

3) Error : Error is irrecoverable. Some example of errors are OutOfMemoryError, VirtualMachineError,

Note: If you don't handle the exception, before terminating the program, JVM executes finally block (if any).

Note: The finally block will not be executed if the program exits (either by calling System.exit() or by causing a fatal error that causes the process to abort).

Note: If we throw unchecked exception from a method, it is must to handle the exception or declare in throws clause.

Note: Every subclass of Error and RuntimeException is an unchecked exception in Java. A checked exception is everything else under the Throwable class.

If we throw a checked exception using throw keyword, it is must to handle the exception using catch block or the method must declare it using throws declaration.

**Java Exception Propagation**

An exception is first thrown from the top of the stack and if it is not caught, it drops down the call stack to the previous method. If not caught there, the exception again drops down to the previous method, and so on until they are caught or until they reach the very bottom of the call stack. This is called exception propagation.

Note: By default Unchecked Exceptions are forwarded in calling chain (propagated).

Note: By default, Checked Exceptions are not forwarded in calling chain (propagated).

Which exception should be declared?

**Ans:** Checked exception only, because:

**unchecked exception:** under our control so we can correct our code.

**error:** beyond our control. For example, we are unable to do anything if there occurs VirtualMachineError or StackOverflowError.

Checked Exception can be propagated (forwarded in call stack).

Rule: If we are calling a method that declares an exception, we must either caught or declare the exception.

**There are two cases:**

**Case 1:** We have caught the exception i.e. we have handled the exception using try/catch block.

**Case 2:** We have declared the exception i.e. specified throws keyword with the method.

Q) Can we rethrow an exception? Yes, by throwing same exception in catch block.

[**final**](https://www.javatpoint.com/final-keyword) is an access modifier, [**finally**](https://www.javatpoint.com/finally-block-in-exception-handling) is the block in Exception Handling and [**finalize**](https://www.javatpoint.com/java-object-finalize-method) is the method of object class.

|  |  |  |  |
| --- | --- | --- | --- |
| **Key** | **final** | **finally** | **finalize** |
| Definition | final is the keyword and access modifier which is used to apply restrictions on a class, method or variable. | finally is the block in Java Exception Handling to execute the important code whether the exception occurs or not. | finalize is the method in Java which is used to perform clean up processing just before object is garbage collected. |
| Applicable to | Final keyword is used with the classes, methods and variables. | Finally block is always related to the try and catch block in exception handling. | finalize() method is used with the objects. |
| Functionality | (1) Once declared, final variable becomes constant and cannot be modified. (2) final method cannot be overridden by sub class. (3) final class cannot be inherited. | (1) finally block runs the important code even if exception occurs or not. (2) finally block cleans up all the resources used in try block | finalize method performs the cleaning activities with respect to the object before its destruction. |
| Execution | Final method is executed only when we call it. | Finally block is executed as soon as the try-catch block is executed.  It's execution is not dependant on the exception. | finalize method is executed just before the object is destroyed. |

Exception Handling with Method Overriding in Java

If the superclass method does not declare an exception, subclass overridden method cannot declare the checked exception but it can declare unchecked exception.

If the superclass method declares an exception, subclass overridden method can declare same, subclass exception or no exception but cannot declare parent exception.

**Java Custom Exception**

**public** **class** WrongFileNameException **extends** Exception {

**public** WrongFileNameException(String errorMessage) {

**super**(errorMessage);

    }

}

**Java Inner Classes (Nested Classes)**

To logically group classes and interfaces in one place to be more readable and maintainable.

Additionally, it can access all the members of the outer class, including private data members and methods.

Sometimes users need to program a class in such a way so that no other class can access it.

If all the class objects are a part of the outer object then it is easier to nest that class inside the outer class.

Non-static nested class (inner class)

|  |  |
| --- | --- |
| **Type** | **Description** |
| [Member Inner Class](https://www.javatpoint.com/member-inner-class) | A class created within class and outside method. |
| [Anonymous Inner Class](https://www.javatpoint.com/anonymous-inner-class) | A class created for implementing an interface or extending class. The java compiler decides its name. |
| [Local Inner Class](https://www.javatpoint.com/local-inner-class) | A class was created within the method. |
| [Static Nested Class](https://www.javatpoint.com/static-nested-class) | A static class was created within the class. |
| [Nested Interface](https://www.javatpoint.com/nested-interface) | An interface created within class or interface. |

Java Member Inner class

A non-static class that is created inside a class but outside a method is called **member inner class**. It is also known as a **regular inner class**. It can be declared with access modifiers like public, default, private, and protected.

**class** TestMemberOuter1{

**private** **int** data=30;

**class** Inner{

**void** msg(){System.out.println("data is "+data);}

 }

**public** **static** **void** main(String args[]){

  TestMemberOuter1 obj=**new** TestMemberOuter1();

  TestMemberOuter1.Inner in=obj.**new** Inner();

  in.msg();

 }

}

Java anonymous inner class example using class

**abstract** **class** Person{

**abstract** **void** eat();

}

**class** TestAnonymousInner{

**public** **static** **void** main(String args[]){

  Person p=**new** Person(){

**void** eat(){System.out.println("nice fruits");}

  };

  p.eat();

 }

}

Java anonymous inner class example using interface

**interface** Eatable

 Eatable e=**new** Eatable(){

**public** **void** eat(){System.out.println("nice fruits");}

 };

 e.eat();

Java Local inner class

A class i.e., created inside a method,block,forloop,if is called local inner class in java. cannot have any access modifiers associated with them. Can be marked as final or abstract. These classes have access to the fields of the class enclosing it.

**public** **class** localInner1{

**private** **int** data=30;//instance variable

**void** display(){

**class** Local{

**void** msg(){System.out.println(data);}

  }

  Local l=**new** Local();

  l.msg();

 }

**public** **static** **void** main(String args[]){

  localInner1 obj=**new** localInner1();

  obj.display();

 }

}

Java static nested class

is created inside a class. It cannot access non-static data members and methods. It can be accessed by outer class name.It can access static data members of the outer class, including private.

**class** TestOuter1{

**static** **int** data=30;

**static** **class** Inner{

**void** msg(){System.out.println("data is "+data);}

  }

**public** **static** **void** main(String args[]){

  TestOuter1.Inner obj=**new** TestOuter1.Inner();

  obj.msg();

  }

}

Java Nested Interface

An interface, i.e., declared within another interface or class, is known as a nested interface. must be referred to by the outer interface or class. It can't be accessed directly.

The nested interface must be public if it is declared inside the interface, but it can have any access modifier if declared within the class.

Nested interfaces are declared static

**interface** Showable{

**void** show();

**interface** Message{

**void** msg();

  }

}

**class** TestNestedInterface1 **implements** Showable.Message{

**public** **void** msg(){System.out.println("Hello nested interface");}

**public** **static** **void** main(String args[]){

  Showable.Message message=**new** TestNestedInterface1();//upcasting here

  message.msg();

 }

}

Can we define a class inside the interface?

Yes, if we define a class inside the interface, the Java compiler creates a static nested class.

**Multithreading in Java**
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1) Java Thread Example by extending Thread class

**class** Multi **extends** Thread{

**public** **void** run(){

System.out.println("thread is running...");

}

**public** **static** **void** main(String args[]){

Multi t1=**new** Multi();

t1.start();

 }

}

2) Java Thread Example by implementing Runnable interface

**class** Multi3 **implements** Runnable{

**public** **void** run(){

System.out.println("thread is running...");

}

**public** **static** **void** main(String args[]){

Multi3 m1=**new** Multi3();

Thread t1 =**new** Thread(m1);   // Using the constructor Thread(Runnable r)

t1.start();

 }

}

Important Points to Remember About the Sleep() Method

it always halts the execution of the current thread. Whenever another thread does interruption while the current thread is already in the sleep mode, then the InterruptedException is thrown. If the system that is executing the threads is busy, then the actual sleeping time of the thread is generally more as compared to the time passed in arguments. However, if the system executing the sleep() method has less load, then the actual sleeping time of the thread is almost equal to the time passed in the argument.

Can we start a thread twice

No. After starting a thread, it can never be started again. If you does so, an IllegalThreadStateException is thrown. In such case, thread will run once but for second time, it will throw exception.

What if we call Java run() method directly instead start() method?

Each thread starts in a separate call stack. Invoking the run() method from the main thread, the run() method goes onto the current call stack rather than at the beginning of a new call stack.

Naming Thread

By default, thread-0, thread-1. setName() and getName()

Current Thread

The currentThread() method returns a reference of the currently executing thread.

  System.out.println(Thread.currentThread().getName());

Daemon Thread in Java

 is a service provider thread that provides services to the user thread. Its life depend on the mercy of user threads i.e. when all the user threads dies, JVM terminates this thread automatically.

There are many java daemon threads running automatically e.g. gc, finalizer etc.

You can see all the detail by typing the jconsole in the command prompt.

Why JVM terminates the daemon thread if there is no user thread?

The sole purpose of the daemon thread is that it provides services to user thread for background supporting task.

Difference between JDK, JRE, and JVM

Methods for Java Daemon thread by Thread class

Thread.currentThread().isDaemon()

t1.setDaemon(**true**);//now t1 is daemon thread

Note: If you want to make a user thread as Daemon, it must not be started otherwise it will throw IllegalThreadStateException.

**Java Thread Pool**

In the case of a thread pool, a group of fixed-size threads is created. A thread from the thread pool is pulled out and assigned a job by the service provider. After completion of the job, the thread is contained in the thread pool again.

Thread Pool Methods

**newFixedThreadPool(int s):** The method creates a thread pool of the fixed size s.

**newCachedThreadPool():** The method creates a new thread pool that creates the new threads when needed but will still use the previously created thread whenever they are available to use.

**newSingleThreadExecutor():** The method creates a new thread.

Advantage of Java Thread Pool

**Better performance** It saves time because there is no need to create a new thread.

Real time usage

Example of Java Thread Pool

Let's see a simple example of the Java thread pool using ExecutorService and Executors.

***File: WorkerThread.java***

**import** java.util.concurrent.ExecutorService;

**import** java.util.concurrent.Executors;

**class** WorkerThread **implements** Runnable {  }

**public** **class** TestThreadPool {

**public** **static** **void** main(String[] args) {

        ExecutorService executor = Executors.newFixedThreadPool(5);//creating a pool of 5 threads

**for** (**int** i = 0; i < 10; i++) {

            Runnable worker = **new** WorkerThread("" + i);

            executor.execute(worker);//calling execute method of ExecutorService

          }

        executor.shutdown();

**while** (!executor.isTerminated()) {   }

        System.out.println("Finished all threads");

    }

 }

**Risks involved in Thread Pools**

**Deadlock**

**Thread Leakage:** Leakage of threads occurs when a thread is being removed from the pool to execute a task but is not returning to it after the completion of the task.

**Resource Thrashing:** A lot of time is wasted in context switching among threads when the size of the thread pool is very large. Whenever there are more threads than the optimal number may cause the starvation problem, and it leads to resource thrashing.

Points to Remember

Do not queue the tasks that are concurrently waiting for the results obtained from the other tasks. It may lead to a deadlock situation, as explained above.

Care must be taken whenever threads are used for the operation that is long-lived. It may result in the waiting of thread forever and will finally lead to the leakage of the resource.

In the end, the thread pool has to be ended explicitly. If it does not happen, then the program continues to execute, and it never ends. Invoke the shutdown() method on the thread pool to terminate the executor. Note that if someone tries to send another task to the executor after shutdown, it will throw a RejectedExecutionException.

**Tuning the Thread Pool**

The accurate size of a thread pool is decided by the number of available processors and the type of tasks the threads have to execute. If a system has the P processors that have only got the computation type processes, then the maximum size of the thread pool of P or P + 1 achieves the maximum efficiency. However, the tasks may have to wait for I/O, and in such a scenario, one has to take into consideration the ratio of the waiting time (W) and the service time (S) for the request; resulting in the maximum size of the pool P \* (1 + W / S) for the maximum efficiency.

**ThreadGroup**

Java provides a convenient way to group multiple threads in a single object. In such a way, we can suspend, resume or interrupt a group of threads by a single method call.

Note: Now suspend(), resume() and stop() methods are deprecated.

A ThreadGroup represents a set of threads. A thread group can also include the other thread group. The thread group creates a tree in which every thread group except the initial thread group has a parent.

A thread is allowed to access information about its own thread group, but it cannot access the information about its thread group's parent thread group or any other thread groups.

Let's see a code to group multiple threads.

ThreadGroup tg1 = **new** ThreadGroup("Group A");

Thread t1 = **new** Thread(tg1,**new** MyRunnable(),"one");

Thread t2 = **new** Thread(tg1,**new** MyRunnable(),"two");

Thread t3 = **new** Thread(tg1,**new** MyRunnable(),"three");

Thread.currentThread().getThreadGroup().interrupt();

Java Shutdown Hook

In nutshell, the shutdown hook can be used to perform cleanup resources or save the state when JVM shuts down normally or abruptly. Performing clean resources means closing log files, sending some alerts, or something else. So if you want to execute some code before JVM shuts down, use the shutdown hook.

**class** MyThread **extends** Thread{

**public** **void** run(){

        System.out.println("shut down hook task completed..");

    }

}

**public** **class** TestShutdown1{

**public** **static** **void** main(String[] args)**throws** Exception {

Runtime r=Runtime.getRuntime();

r.addShutdownHook(**new** MyThread());

System.out.println("Now main sleeping... press ctrl+c to exit");

**try**{Thread.sleep(3000);}**catch** (Exception e) {}

}

}

How to perform single task by multiple threads in Java?

**class** TestMultitasking1 **extends** Thread{

**public** **void** run(){

   System.out.println("task one");

 }

**public** **static** **void** main(String args[]){

  TestMultitasking1 t1=**new** TestMultitasking1();

  TestMultitasking1 t2=**new** TestMultitasking1();

  TestMultitasking1 t3=**new** TestMultitasking1();

  t1.start();    t2.start();    t3.start();

 }

}

task one

Note: Each thread run in a separate callstack.

Printing even and odd numbers using two threads

To print the even and odd numbers using the two threads, we will use the synchronized block and the notify() method. Observe the following program.

**public** **class** OddEvenExample

{

**int** contr = 1;

**static** **int** NUM;

**public** **void** displayOddNumber()

{

**synchronized** (**this**)

{

**while** (contr < NUM)

{

**while** (contr % 2 == 0)

{

**try**

{

wait();

}

**catch** (InterruptedException ex)

{

ex.printStackTrace();

}

}

System.out.print(contr + " ");

contr = contr + 1;

notify();

}

}

}

**public** **void** displayEvenNumber()

{

…..

**while** (contr % 2 == 1)

…..

}

}

}

**public** **static** **void** main(String[] argvs)

{

NUM = 20;

OddEvenExample oe = **new** OddEvenExample();

Thread th1 = **new** Thread(**new** Runnable()

{

**public** **void** run()

{

oe.displayEvenNumber();

}

});

Thread th2 = **new** Thread(**new** Runnable()

{

**public** **void** run()

{

oe.displayOddNumber();

}

});

th1.start();

th2.start();

}

}

**Java Garbage Collection**

In java, garbage means unreferenced objects.

How can an object be unreferenced?

By nulling the reference

By assigning a reference to another

By anonymous object : **new** Employee();

**finalize() method**

The finalize() method is invoked each time before the object is garbage collected. This method can be used to perform cleanup processing.

Note: The Garbage collector of JVM collects only those objects that are created by new keyword. So if you have created any object without new, you can use finalize method to perform cleanup processing (destroying remaining objects).

**gc() method**

The gc() method is used to invoke the garbage collector to perform cleanup processing. The gc() is found in System and Runtime classes.

Note: Neither finalization nor garbage collection is guaranteed.

**Java Runtime class**

**Java Runtime** class is used to interact with java runtime environment. Java Runtime class provides methods to execute a process, invoke GC, get total and free memory etc. There is only one instance of java.lang.Runtime class is available for one java application.

  Runtime.getRuntime().exec("notepad");//will open a new notepad

**How to shutdown system in Java**

You can use *shutdown -s* command to shutdown system. For windows OS, you need to provide full path of shutdown command e.g. c:\\Windows\\System32\\shutdown.

Here you can use -s switch to shutdown system, -r switch to restart system and -t switch to specify time delay.

  Runtime.getRuntime().exec("shutdown -s -t 0");

  Runtime.getRuntime().exec("c:\\Windows\\System32\\shutdown -s -t 0");

How to restart system in Java

  Runtime.getRuntime().exec("shutdown -r -t 0");

Java Runtime availableProcessors()

  System.out.println(Runtime.getRuntime().availableProcessors());

Java Runtime freeMemory() and totalMemory() method

  Runtime r=Runtime.getRuntime();

  System.out.println("Total Memory: "+r.totalMemory());

  System.out.println("Free Memory: "+r.freeMemory());

**Synchronization**

is the capability to control the access of multiple threads to any shared resource.

To prevent thread interference.

To prevent consistency problem.

Types of Synchronization

Process Synchronization

Thread Synchronization

**Thread Synchronization**

There are two types of thread synchronization mutual exclusive and inter-thread communication.

Mutual Exclusive : Synchronized method. Synchronized block. Static synchronization.

Cooperation (Inter-thread communication in java)

**Concept of Lock**

Synchronization is built around an internal entity known as the lock or monitor. Every object has a lock associated with it. By convention, a thread that needs consistent access to an object's fields has to acquire the object's lock before accessing them, and then release the lock when it's done with them.

From Java 5 the package java.util.concurrent.locks contains several lock implementations.

Java Synchronized Method

When a thread invokes a synchronized method, it automatically acquires the lock for that object and releases it when the thread completes its task.

**synchronized** **void** printTable(**int** n){}//synchronized method

Synchronized Block in Java

Suppose we have 50 lines of code in our method, but we want to synchronize only 5 lines, in such cases, we can use synchronized block.

**synchronized**(**this**){//synchronized block

     }

Static Synchronization

If you make any static method as synchronized, the lock will be on the class not on object.

![static synchronization](data:image/png;base64,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)

Problem without static synchronization

Suppose there are two objects of a shared class (e.g. Table) named object1 and object2. In case of synchronized method and synchronized block there cannot be interference between t1 and t2 or t3 and t4 because t1 and t2 both refers to a common object that have a single lock. But there can be interference between t1 and t3 or t2 and t4 because t1 acquires another lock and t3 acquires another lock. We don't want interference between t1 and t3 or t2 and t4. Static synchronization solves this problem.

Synchronized block on a class lock:

The block synchronizes on the lock of the object denoted by the reference .class name .class. A static synchronized method printTable(int n) in class Table is equivalent to the following declaration:

**static** **void** printTable(**int** n) {

**synchronized** (Table.**class**) {       // Synchronized block on class A

        // ...

    }

}

Deadlock in Java : threads are waiting for each other to release the lock, the condition is called deadlock.

More Complicated Deadlocks : A deadlock may also include more than two threads.

Deadlocks cannot be completely resolved but can be avoided

Avoid Nested Locks, Avoid Unnecessary Locks,

Using Thread Join: A deadlock usually happens when one thread is waiting for the other to finish

**Inter-thread communication** or **Co-operation** is all about allowing synchronized threads to communicate with each other.

Cooperation (Inter-thread communication) is a mechanism in which a thread is paused running in its critical section and another thread is allowed to enter (or lock) in the same critical section to be executed.It is implemented by following methods of **Object class**: wait(), notify(), notifyAll()

1) wait() method

The wait() method causes current thread to release the lock and wait until either another thread invokes the notify() method or the notifyAll() method for this object, or a specified amount of time has elapsed.

The current thread must own this object's monitor, so it must be called from the synchronized method only otherwise it will throw exception.

SQL CREATE TABLE

2) notify() method

The notify() method wakes up a single thread that is waiting on this object's monitor. If any threads are waiting on this object, one of them is chosen to be awakened. The choice is arbitrary and occurs at the discretion of the implementation.

3) notifyAll() method

Wakes up all threads that are waiting on this object's monitor.

Understanding the process of inter-thread communication
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Threads enter to acquire lock.

Lock is acquired by on thread.

Now thread goes to waiting state if you call wait() method on the object. Otherwise it releases the lock and exits.

If you call notify() or notifyAll() method, thread moves to the notified state (runnable state).

Now thread is available to acquire lock.

After completion of the task, thread releases the lock and exits the monitor state of the object.

Why wait(), notify() and notifyAll() methods are defined in Object class not Thread class?

It is because they are related to lock and object has a lock.

Difference between wait and sleep?

|  |  |
| --- | --- |
| **wait()** | **sleep()** |
| The wait() method releases the lock. | The sleep() method doesn't release the lock. |
| It is a method of Object class | It is a method of Thread class |
| It is the non-static method | It is the static method |
| It should be notified by notify() or notifyAll() methods | After the specified amount of time, sleep is completed. |

Example of Inter Thread Communication in Java

**class** Customer

{

**int** amount=10000;

**synchronized** **void** withdraw(**int** amount)

{

System.out.println("going to withdraw...");

**if**(**this**.amount<amount){

System.out.println("Less balance; waiting for deposit...");

**try**{wait();}**catch**(Exception e){}

**this**.amount-=amount;

System.out.println("withdraw completed...");

}

**synchronized** **void** deposit(**int** amount)

{

System.out.println("going to deposit...");

**this**.amount+=amount;

System.out.println("deposit completed... ");

notify();

}

}

**class** Test

{

**public** **static** **void** main(String args[])

{

**final** Customer c=**new** Customer();

**new** Thread(){

**public** **void** run(){c.withdraw(15000);}

}.start();

**new** Thread(){

**public** **void** run(){c.deposit(10000);}

}.start();

}}

**Interrupting a Thread:**

If any thread is in sleeping or waiting state (i.e. sleep() or wait() is invoked), calling the interrupt() method on the thread, breaks out the sleeping or waiting state throwing InterruptedException. If the thread is not in the sleeping or waiting state, calling the interrupt() method performs normal behaviour and doesn't interrupt the thread but sets the interrupt flag to true. Let's first see the methods provided by the Thread class for thread interruption.

The 3 methods provided by the Thread class for interrupting a thread

public void interrupt()

public static boolean interrupted()

public boolean isInterrupted()

**Reentrant Monitor in Java**

Java monitors are reentrant means java thread can reuse the same monitor for different synchronized methods if method is called from the method.

Advantage of Reentrant Monitor

It eliminates the possibility of single thread deadlocking

**class** Reentrant {

**public** **synchronized** **void** m() {

    n();

    System.out.println("this is m() method");

    }

**public** **synchronized** **void** n() {

    System.out.println("this is n() method");

    }

}

**Serialization and Deserialization in Java**

serialization and deserialization process is platform-independent

For serializing the object, we call the **writeObject()** method of *ObjectOutputStream*class, and for deserialization we call the **readObject()** method of *ObjectInputStream* class.

We must have to implement the *Serializable* interface for serializing the object.

Advantages of Java Serialization

It is mainly used to travel object's state on the network (that is known as marshalling).

**import** java.io.\*;

**class** Persist{

**public** **static** **void** main(String args[]){

**try**{

  //Creating the object

  Student s1 =**new** Student(211,"ravi");

  //Creating stream and writing the object

  FileOutputStream fout=**new** FileOutputStream("f.txt");

  ObjectOutputStream out=**new** ObjectOutputStream(fout);

  out.writeObject(s1);

  out.flush();

  //closing the stream

  out.close();

  System.out.println("success");

  }**catch**(Exception e){System.out.println(e);}

 }

}

**import** java.io.\*;

**class** Depersist{

**public** **static** **void** main(String args[]){

**try**{

  //Creating stream to read the object

  ObjectInputStream in=**new** ObjectInputStream(**new** FileInputStream("f.txt"));

  Student s=(Student)in.readObject();

  //printing the data of the serialized object

  System.out.println(s.id+" "+s.name);

  //closing the stream

  in.close();

  }**catch**(Exception e){System.out.println(e);}

 }

}

Java Serialization with Inheritance (IS-A Relationship)

If a class implements **Serializable interface** then all its sub classes will also be serializable.

Java Serialization with Aggregation (HAS-A Relationship)

If a class has a reference to another class, all the references must be Serializable otherwise serialization process will not be performed. In such case, *NotSerializableException* is thrown at runtime.

Java Serialization with the static data member

If there is any static data member in a class, it will not be serialized because static is the part of class not object.

Java Serialization with array or collection

Rule: In case of array or collection, all the objects of array or collection must be serializable. If any object is not serialiizable, serialization will be failed.

Externalizable in java

The Externalizable interface provides the facility of writing the state of an object into a byte stream in compress format. It is not a marker interface.

Java Transient Keyword

If you don't want to serialize any data member of a class, you can mark it as transient. Ex: user's login details and password

**transient** **int** id;

when you deserialize the object after serialization, you will not get the value of id. It will return default value

SerialVersionUID

The serialization process at runtime associates an id with each Serializable class. used to verify the sender and receiver of the serialized object.

**class** Employee **implements** Serializable{

**private** **static** **final** **long** serialVersionUID=1L;

**Collections**
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**Methods of Collection interface**

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | public boolean add(E e) | It is used to insert an element in this collection. |
| 2 | public boolean addAll(Collection<? extends E> c) | It is used to insert the specified collection elements in the invoking collection. |
| 3 | public boolean remove(Object element) | It is used to delete an element from the collection. |
| 4 | public boolean removeAll(Collection<?> c) | It is used to delete all the elements of the specified collection from the invoking collection. |
| 5 | default boolean removeIf(Predicate<? super E> filter) | It is used to delete all the elements of the collection that satisfy the specified predicate. |
| 6 | public boolean retainAll(Collection<?> c) | It is used to delete all the elements of invoking collection except the specified collection. |
| 7 | public int size() | It returns the total number of elements in the collection. |
| 8 | public void clear() | It removes the total number of elements from the collection. |
| 9 | public boolean contains(Object element) | It is used to search an element. |
| 10 | public boolean containsAll(Collection<?> c) | It is used to search the specified collection in the collection. |
| 11 | public Iterator iterator() | It returns an iterator. |
| 12 | public Object[] toArray() | It converts collection into array. |
| 13 | public <T> T[] toArray(T[] a) | It converts collection into array. Here, the runtime type of the returned array is that of the specified array. |
| 14 | public boolean isEmpty() | It checks if collection is empty. |
| 15 | default Stream<E> parallelStream() | It returns a possibly parallel Stream with the collection as its source. |
| 16 | default Stream<E> stream() | It returns a sequential Stream with the collection as its source. |
| 17 | default Spliterator<E> spliterator() | It generates a Spliterator over the specified elements in the collection. |
| 18 | public boolean equals(Object element) | It matches two collections. |
| 19 | public int hashCode() | It returns the hash code number of the collection. |

**Iterator interface**

|  |
| --- |
| Iterator interface provides the facility of iterating the elements in a forward direction only. |

|  |  |  |
| --- | --- | --- |
| **No.** | **Method** | **Description** |
| 1 | public boolean hasNext() | It returns true if the iterator has more elements otherwise it returns false. |
| 2 | public Object next() | It returns the element and moves the cursor pointer to the next element. |
| 3 | public void remove() | It removes the last elements returned by the iterator. It is less used. |

**ArrayList**

Java **ArrayList** class uses a *dynamic array*[*;*](https://www.javatpoint.com/array-in-java) there is *no size limit*;can have the duplicate elements also;maintains the insertion order internally;is non [synchronized](https://www.javatpoint.com/synchronization-in-java)

allows random access because array works at the index basis.

manipulation is little bit slower than the LinkedList in Java because a lot of shifting needs to occur if any element is removed from the array list.

  ArrayList<String> list=**new** ArrayList<String>();

 list.add("Apple");

Iterator itr=list.iterator();//getting the Iterator

**while**(itr.hasNext()){//check if iterator has the elements

   System.out.println(itr.next());//printing the element and move to next

 //Sorting the list

  Collections.sort(list2);

**Methods of ArrayList**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void [add](https://www.javatpoint.com/java-arraylist-add-method)(int index, E element) | It is used to insert the specified element at the specified position in a list. |
| boolean [addAll](https://www.javatpoint.com/java-arraylist-addall-method)(int index, Collection<? extends E> c) | It is used to append all the elements in the specified collection, starting at the specified position of the list. |
| void ensureCapacity(int requiredCapacity) | It is used to enhance the capacity of an ArrayList instance. |
| E get(int index) | It is used to fetch the element from the particular position of the list. |
| [listIterator()](https://www.javatpoint.com/java-arraylist-listiterator-method) |  |
| int lastIndexOf(Object o) | It is used to return the index in this list of the last occurrence of the specified element, or -1 if the list does not contain this element. |
| Object clone() | It is used to return a shallow copy of an ArrayList. |
| boolean contains(Object o) | It returns true if the list contains the specified element |
| int indexOf(Object o) | It is used to return the index in this list of the first occurrence of the specified element, or -1 if the List does not contain this element. |
| E remove(int index) | It is used to remove the element present at the specified position in the list. |
| boolean removeIf(Predicate<? super E> filter) | It is used to remove all the elements from the list that satisfies the given predicate. |
| protected void [removeRange](https://www.javatpoint.com/java-arraylist-removerange-method)(int fromIndex, int toIndex) | It is used to remove all the elements lies within the given range. |
| void replaceAll(UnaryOperator<E> operator) | It is used to replace all the elements from the list with the specified element. |
| E set(int index, E element) | It is used to replace the specified element in the list, present at the specified position. |
| void sort(Comparator<? super E> c) | It is used to sort the elements of the list on the basis of specified comparator. |
| List<E> subList(int fromIndex, int toIndex) | It is used to fetch all the elements lies within the given range. |
| void trimToSize() | It is used to trim the capacity of this ArrayList instance to be the list's current size. |

**Java LinkedList**

 LinkedList<String> al=**new** LinkedList<String>();

**Methods of Java LinkedList**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void add(int index, E element) | It is used to insert the specified element at the specified position index in a list. |
| boolean addAll(int index, Collection<? extends E> c) | It is used to append all the elements in the specified collection, starting at the specified position of the list. |
| void addFirst(E e) | It is used to insert the given element at the beginning of a list. |
| void addLast(E e) | It is used to append the given element to the end of a list. |
| Object clone() | It is used to return a shallow copy of an ArrayList. |
| Iterator<E> descendingIterator() | It is used to return an iterator over the elements in a deque in reverse sequential order. |
| E element() | It is used to retrieve the first element of a list. |
| E get(int index) | It is used to return the element at the specified position in a list. |
| E getFirst() | It is used to return the first element in a list. |
| E getLast() | It is used to return the last element in a list. |
| int indexOf(Object o) | It is used to return the index in a list of the first occurrence of the specified element, or -1 if the list does not contain any element. |
| int lastIndexOf(Object o) | It is used to return the index in a list of the last occurrence of the specified element, or -1 if the list does not contain any element. |
| ListIterator<E> listIterator(int index) | It is used to return a list-iterator of the elements in proper sequence, starting at the specified position in the list. |
| boolean offer(E e) | It adds the specified element as the last element of a list. |
| boolean offerFirst(E e) | It inserts the specified element at the front of a list. |
| boolean offerLast(E e) | It inserts the specified element at the end of a list. |
| E peek() | It retrieves the first element of a list |
| E peekFirst() | It retrieves the first element of a list or returns null if a list is empty. |
| E peekLast() | It retrieves the last element of a list or returns null if a list is empty. |
| E poll() | It retrieves and removes the first element of a list. |
| E pollFirst() | It retrieves and removes the first element of a list, or returns null if a list is empty. |
| E pollLast() | It retrieves and removes the last element of a list, or returns null if a list is empty. |
| E pop() | It pops an element from the stack represented by a list. |
| void push(E e) | It pushes an element onto the stack represented by a list. |
| E remove(int index) | It is used to remove the element at the specified position in a list. |
| boolean remove(Object o) | It is used to remove the first occurrence of the specified element in a list. |
| E removeFirst() | It removes and returns the first element from a list. |
| boolean removeFirstOccurrence(Object o) | It is used to remove the first occurrence of the specified element in a list (when traversing the list from head to tail). |
| E removeLast() | It removes and returns the last element from a list. |
| boolean removeLastOccurrence(Object o) | It removes the last occurrence of the specified element in a list (when traversing the list from head to tail). |
| E set(int index, E element) | It replaces the element at the specified position in a list with the specified element. |

**Difference between ArrayList and LinkedList**

ArrayList and LinkedList both implements List interface and maintains insertion order. Both are non synchronized classes.

|  |  |
| --- | --- |
| **ArrayList** | **LinkedList** |
| 1) ArrayList internally uses a **dynamic array** to store the elements. | LinkedList internally uses a **doubly linked list** to store the elements. |
| 2) Manipulation with ArrayList is **slow** because it internally uses an array. If any element is removed from the array, all the bits are shifted in memory. | Manipulation with LinkedList is **faster** than ArrayList because it uses a doubly linked list, so no bit shifting is required in memory. |
| 3) An ArrayList class can **act as a list** only because it implements List only. | LinkedList class can **act as a list and queue** both because it implements List and Deque interfaces. |
| 4) ArrayList is **better for storing and accessing** data. | LinkedList is **better for manipulating** data. |

**List**

**List** in Java provides the facility to maintain the ordered collection. It contains the index-based methods to insert, update, delete and search the elements. It can have the duplicate elements also. We can also store the null elements in the list.

**Java List Methods**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void add(int index, E element) | It is used to insert the specified element at the specified position in a list. |
| boolean addAll(int index, Collection<? extends E> c) | It is used to append all the elements in the specified collection, starting at the specified position of the list. |
| E get(int index) | It is used to fetch the element from the particular position of the list. |
| int lastIndexOf(Object o) | It is used to return the index in this list of the last occurrence of the specified element, or -1 if the list does not contain this element. |
| int indexOf(Object o) | It is used to return the index in this list of the first occurrence of the specified element, or -1 if the List does not contain this element. |
| E remove(int index) | It is used to remove the element present at the specified position in the list. |  |
| void replaceAll(UnaryOperator<E> operator) | It is used to replace all the elements from the list with the specified element. |  |
| E set(int index, E element) | It is used to replace the specified element in the list, present at the specified position. |  |
| void sort(Comparator<? super E> c) | It is used to sort the elements of the list on the basis of specified comparator. |  |
| Spliterator<E> spliterator() | It is used to create spliterator over the elements in a list. |  |
| List<E> subList(int fromIndex, int toIndex) | It is used to fetch all the elements lies within the given range. |  |

 //Converting ArrayList to Array

 String[] array = fruitList.toArray(**new** String[fruitList.size()]);

**Methods of Java ListIterator Interface:**

|  |  |
| --- | --- |
| **Method** | **Description** |
| void add(E e) | This method inserts the specified element into the list. |
| boolean hasNext() | This method returns true if the list iterator has more elements while traversing the list in the forward direction. |
| E next() | This method returns the next element in the list and advances the cursor position. |
| int nextIndex() | This method returns the index of the element that would be returned by a subsequent call to next() |
| boolean hasPrevious() | This method returns true if this list iterator has more elements while traversing the list in the reverse direction. |
| E previous() | This method returns the previous element in the list and moves the cursor position backward. |
| E previousIndex() | This method returns the index of the element that would be returned by a subsequent call to previous(). |
| void remove() | This method removes the last element from the list that was returned by next() or previous() methods |
| void set(E e) | This method replaces the last element returned by next() or previous() methods with the specified element. |

**Java HashSet**

Java HashSet class is used to create a collection that uses a hash table for storage. It inherits the AbstractSet class and implements Set interface.

HashSet stores the elements by using a mechanism called **hashing.**

HashSet contains unique elements only, allows null value, is non synchronized, doesn't maintain the insertion order.

Here, elements are inserted on the basis of their hashcode.

HashSet is the best approach for search operations.

The initial default capacity of HashSet is 16, and the load factor is 0.75.

Difference between List and Set

A list can contain duplicate elements whereas Set contains unique elements only.

**Methods of Java HashSet class**

Various methods of Java HashSet class are as follows:

|  |  |  |  |
| --- | --- | --- | --- |
| **SN** | **Modifier & Type** | **Method** | **Description** |
| 1) | Spliterator<E> | [spliterator()](https://www.javatpoint.com/java-hashset-spliterator-method) | It is used to create a late-binding and fail-fast Spliterator over the elements in the set. |

 HashSet<String> set=**new** HashSet();

           set.add("One");

           Iterator<String> i=set.iterator();

**while**(i.hasNext())

           {

           System.out.println(i.next());

           }

 }

**Java LinkedHashSet class**

Java LinkedHashSet class is a Hashtable and Linked list implementation of the set interface.

Contains unique elements only like HashSet; provides all optional set operation and permits null elements

Is non synchronized; maintains insertion order.

LinkedHashSet<String> set=**new** LinkedHashSet();

**Java TreeSet class**

Java TreeSet class implements the Set interface that uses a tree for storage. The objects of the TreeSet class are stored in ascending order.

Contains unique elements only like HashSet; access and retrieval times are quiet fast ; doesn't allow null element ; is non synchronized; maintains ascending order.

**Methods of Java TreeSet class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| E ceiling(E e) | It returns the equal or closest greatest element of the specified element from the set, or null there is no such element. |
| Comparator<? super E> comparator() | It returns comparator that arranged elements in order. |
| Iterator descendingIterator() | It is used iterate the elements in descending order. |
| NavigableSet descendingSet() | It returns the elements in reverse order. |
| E floor(E e) | It returns the equal or closest least element of the specified element from the set, or null there is no such element. |
| SortedSet headSet(E toElement) | It returns the group of elements that are less than the specified element. |
| NavigableSet headSet(E toElement, boolean inclusive) | It returns the group of elements that are less than or equal to(if, inclusive is true) the specified element. |
| E higher(E e) | It returns the closest greatest element of the specified element from the set, or null there is no such element. |
| E lower(E e) | It returns the closest least element of the specified element from the set, or null there is no such element. |
| E pollFirst() | It is used to retrieve and remove the lowest(first) element. |
| E pollLast() | It is used to retrieve and remove the highest(last) element. |
| Spliterator spliterator() | It is used to create a late-binding and fail-fast spliterator over the elements. |
| NavigableSet subSet(E fromElement, boolean fromInclusive, E toElement, boolean toInclusive) | It returns a set of elements that lie between the given range. |
| SortedSet subSet(E fromElement, E toElement)) | It returns a set of elements that lie between the given range which includes fromElement and excludes toElement. |
| SortedSet tailSet(E fromElement) | It returns a set of elements that are greater than or equal to the specified element. |
| NavigableSet tailSet(E fromElement, boolean inclusive) | It returns a set of elements that are greater than or equal to (if, inclusive is true) the specified element. |
| Object clone() | It returns a shallow copy of this TreeSet instance. |
| E first() | It returns the first (lowest) element currently in this sorted set. |
| E last() | It returns the last (highest) element currently in this sorted set. |

 TreeSet<String> al=**new** TreeSet<String>();

Java TreeSet Example 3:

Let's see an example to retrieve and remove the highest and lowest Value.

 TreeSet<Integer> set=**new** TreeSet<Integer>();

         set.add(24);

         System.out.println("Highest Value: "+set.pollFirst());

         System.out.println("Lowest Value: "+set.pollLast());

In this example, we perform various NavigableSet operations.

TreeSet<String> set=**new** TreeSet<String>();

         set.add("A");  set.add("B");  set.add("C");  set.add("D");  set.add("E");

         System.out.println("Initial Set: "+set);

         System.out.println("Reverse Set: "+set.descendingSet());

         System.out.println("Head Set: "+set.headSet("C", **true**));

         System.out.println("SubSet: "+set.subSet("A", **false**, "E", **true**));

         System.out.println("TailSet: "+set.tailSet("C", **false**));

 }

}

Output:

Initial Set: [A, B, C, D, E] Reverse Set: [E, D, C, B, A] Head Set: [A, B, C] SubSet: [B, C, D, E] TailSet: [D, E]

**Java Queue Interface**

Java Queue interface orders the element in FIFO(First In First Out) manner. In FIFO, first element is removed first and last element is removed at last.

**Methods of Java Queue Interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean offer(object) | It is used to insert the specified element into this queue. |
| Object remove() | It is used to retrieves and removes the head of this queue. |
| Object poll() | It is used to retrieves and removes the head of this queue, or returns null if this queue is empty. |
| Object element() | It is used to retrieves, but does not remove, the head of this queue. |
| Object peek() | It is used to retrieves, but does not remove, the head of this queue, or returns null if this queue is empty. |

**PriorityQueue class**

The PriorityQueue class provides the facility of using queue. But it does not orders the elements in FIFO manner.

PriorityQueue<String> queue=**new** PriorityQueue<String>();

queue.add("Amit");

Iterator itr=queue.iterator();

**while**(itr.hasNext()){

System.out.println(itr.next());

}

**Deque Interface**

Java Deque Interface is a linear collection that supports element insertion and removal at both ends. Deque is an acronym for **"double ended queue".**

**Methods of Java Deque Interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| boolean offer(object) | It is used to insert the specified element into this deque. |
| Object remove() | It is used to retrieves and removes the head of this deque. |
| Object poll() | It is used to retrieves and removes the head of this deque, or returns null if this deque is empty. |
| Object element() | It is used to retrieves, but does not remove, the head of this deque. |
| Object peek() | It is used to retrieves, but does not remove, the head of this deque, or returns null if this deque is empty. |

**ArrayDeque class**

provides the facility of using deque and resizable-array.

Unlike Queue, we can add or remove elements from both sides. Null elements are not allowed; is not thread safe, in the absence of external synchronization. has no capacity restrictions; is faster than LinkedList and Stack.

   Deque<String> deque = **new** ArrayDeque<String>();

   deque.add("Ravi");

**Map Interface**

HashMap and LinkedHashMap allow null keys and values, but TreeMap doesn't allow any null key or value.

A Map can't be traversed, so you need to convert it into Set using keySet() or entrySet() method.

|  |  |
| --- | --- |
| **Class** | **Description** |
| [HashMap](https://www.javatpoint.com/java-hashmap) | HashMap is the implementation of Map, but it doesn't maintain any order. |
| [LinkedHashMap](https://www.javatpoint.com/java-linkedhashmap) | LinkedHashMap is the implementation of Map. It inherits HashMap class. It maintains insertion order. |
| [TreeMap](https://www.javatpoint.com/java-treemap) | TreeMap is the implementation of Map and SortedMap. It maintains ascending order. |

**Useful methods of Map interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| V put(Object key, Object value) | It is used to insert an entry in the map. |
| void putAll(Map map) | It is used to insert the specified map in the map. |
| V putIfAbsent(K key, V value) | It inserts the specified value with the specified key in the map only if it is not already specified. |
| boolean remove(Object key, Object value) | It removes the specified values with the associated specified keys from the map. |
| Set keySet() | It returns the Set view containing all the keys. |
| Set<Map.Entry<K,V>> entrySet() | It returns the Set view containing all the keys and values. |
| V compute(K key, BiFunction<? super K,? super V,? extends V> remappingFunction) | It is used to compute a mapping for the specified key and its current mapped value (or null if there is no current mapping). |
| V computeIfAbsent(K key, Function<? super K,? extends V> mappingFunction) | It is used to compute its value using the given mapping function, if the specified key is not already associated with a value (or is mapped to null), and enters it into this map unless null. |
| V computeIfPresent(K key, BiFunction<? super K,? super V,? extends V> remappingFunction) | It is used to compute a new mapping given the key and its current mapped value if the value for the specified key is present and non-null. |
| boolean containsValue(Object value) | This method returns true if some value equal to the value exists within the map, else return false. |
| boolean containsKey(Object key) | This method returns true if some key equal to the key exists within the map, else return false. |
| void forEach(BiConsumer<? super K,? super V> action) | It performs the given action for each entry in the map until all entries have been processed or the action throws an exception. |
| V get(Object key) | This method returns the object that contains the value associated with the key. |
| V getOrDefault(Object key, V defaultValue) | It returns the value to which the specified key is mapped, or defaultValue if the map contains no mapping for the key. |
| V merge(K key, V value, BiFunction<? super V,? super V,? extends V> remappingFunction) | If the specified key is not already associated with a value or is associated with null, associates it with the given non-null value. |
| V replace(K key, V value) | It replaces the specified value for a specified key. |
| boolean replace(K key, V oldValue, V newValue) | It replaces the old value with the new value for a specified key. |
| void replaceAll(BiFunction<? super K,? super V,? extends V> function) | It replaces each entry's value with the result of invoking the given function on that entry until all entries have been processed or the function throws an exception. |
| Collection values() | It returns a collection view of the values contained in the map. |

**Methods of Map.Entry interface**

|  |  |
| --- | --- |
| **Method** | **Description** |
| K getKey() | It is used to obtain a key. |
| V getValue() | It is used to obtain value. |
| int hashCode() | It is used to obtain hashCode. |
| V setValue(V value) | It is used to replace the value corresponding to this entry with the specified value. |
| boolean equals(Object o) | It is used to compare the specified object with the other existing objects. |
| static <K extends Comparable<? super K>,V> Comparator<Map.Entry<K,V>> comparingByKey() | It returns a comparator that compare the objects in natural order on key. |
| static <K,V> Comparator<Map.Entry<K,V>> comparingByKey(Comparator<? super K> cmp) | It returns a comparator that compare the objects by key using the given Comparator. |
| static <K,V extends Comparable<? super V>> Comparator<Map.Entry<K,V>> comparingByValue() | It returns a comparator that compare the objects in natural order on value. |
| static <K,V> Comparator<Map.Entry<K,V>> comparingByValue(Comparator<? super V> cmp) | It returns a comparator that compare the objects by value using the given Comparator. |

  Map<Integer,String> map=**new** HashMap<Integer,String>();

 map.entrySet().stream().sorted(Map.Entry.comparingByKey()).forEach(System.out::println);

 map.entrySet().stream().sorted(Map.Entry.comparingByKey(Comparator.reverseOrder()))

 .forEach(System.out::println);

**HashMap**

it is not synchronized. It allows us to store the null elements as well, but there should be only one null key.

maintains no order. The initial default capacity of Java HashMap class is 16 with a load factor of 0.75.

**Methods of Java HashMap class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| Object clone() | It is used to return a shallow copy of this HashMap instance: the keys and values themselves are not cloned. |
| Set entrySet() | It is used to return a collection view of the mappings contained in this map. |
| Set keySet() | It is used to return a set view of the keys contained in this map. |
| V put(Object key, Object value) | It is used to insert an entry in the map. |
| void putAll(Map map) | It is used to insert the specified map in the map. |
| V putIfAbsent(K key, V value) | It inserts the specified value with the specified key in the map only if it is not already specified. |
| boolean remove(Object key, Object value) | It removes the specified values with the associated specified keys from the map. |
| V compute(K key, BiFunction<? super K,? super V,? extends V> remappingFunction) | It is used to compute a mapping for the specified key and its current mapped value (or null if there is no current mapping). |
| V computeIfAbsent(K key, Function<? super K,? extends V> mappingFunction) | It is used to compute its value using the given mapping function, if the specified key is not already associated with a value (or is mapped to null), and enters it into this map unless null. |
| V computeIfPresent(K key, BiFunction<? super K,? super V,? extends V> remappingFunction) | It is used to compute a new mapping given the key and its current mapped value if the value for the specified key is present and non-null. |
| boolean containsValue(Object value) | This method returns true if some value equal to the value exists within the map, else return false. |
| boolean containsKey(Object key) | This method returns true if some key equal to the key exists within the map, else return false. |
| void forEach(BiConsumer<? super K,? super V> action) | It performs the given action for each entry in the map until all entries have been processed or the action throws an exception. |
| V get(Object key) | This method returns the object that contains the value associated with the key. |
| V getOrDefault(Object key, V defaultValue) | It returns the value to which the specified key is mapped, or defaultValue if the map contains no mapping for the key. |
| V merge(K key, V value, BiFunction<? super V,? super V,? extends V> remappingFunction) | If the specified key is not already associated with a value or is associated with null, associates it with the given non-null value. |
| V replace(K key, V value) | It replaces the specified value for a specified key. |
| boolean replace(K key, V oldValue, V newValue) | It replaces the old value with the new value for a specified key. |
| void replaceAll(BiFunction<? super K,? super V,? extends V> function) | It replaces each entry's value with the result of invoking the given function on that entry until all entries have been processed or the function throws an exception. |
| Collection<V> values() | It returns a collection view of the values contained in the map. |

  HashMap<Integer,String> map=**new** HashMap<Integer,String>();//Creating HashMap

**Difference between HashSet and HashMap**

HashSet contains only values whereas HashMap contains an entry(key and value).

**Working of HashMap in Java**

What is Hashing

It is the process of converting an object into an integer value. The integer value helps in indexing and faster searches.

What is HashMap

HashMap contains an array of the nodes, and the node is represented as a class. It uses an array and LinkedList data structure internally for storing Key and Value. There are four fields in HashMap.
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**equals():** It checks the equality of two objects. It compares the Key, whether they are equal or not. It is a method of the Object class. It can be overridden. If you override the equals() method, then it is mandatory to override the hashCode() method.

**hashCode():** This is the method of the object class. It returns the memory reference of the object in integer form. The value received from the method is used as the bucket number. The bucket number is the address of the element inside the map. Hash code of null Key is 0.

**Buckets:** Array of the node is called buckets. Each node has a data structure like a LinkedList. More than one node can share the same bucket. It may be different in capacity.
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**Insert Key, Value pair in HashMap**

We use put() method to insert the Key and Value pair in the HashMap. The default size of HashMap is 16 (0 to 15).

Example

In the following example, we want to insert three (Key, Value) pair in the HashMap.

HashMap<String, Integer> map = **new** HashMap<>();

map.put("Aman", 19);

map.put("Sunny", 29);

map.put("Ritesh", 39);

Let's see at which index the Key, value pair will be saved into HashMap. When we call the put() method, then it calculates the hash code of the Key "Aman." Suppose the hash code of "Aman" is 2657860. To store the Key in memory, we have to calculate the index.

Calculating Index

Index minimizes the size of the array. The Formula for calculating the index is:

Index = hashcode(Key) & (n-1)

Where n is the size of the array. Hence the index value for "Aman" is:

Index = 2657860 & (16-1) = 4

The value 4 is the computed index value where the Key and value will store in HashMap.

![Working of HashMap in Java](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAg8AAADICAMAAABYifK1AAAAclBMVEX///8AAAA6kNv/tmbbkDoAADqQ2/9mtv///7YAAGa2//+QOgBmAAD//9v/25Db//8AOpA6AAC2ZgAAZrYQEBDf39+QkGYgICBmADq/v79AQEDn5+dwcHAwMCg6ADo6Zra2tmY6Ojr/29s6kLYAZmaQZgBHJ/A2AAAFvElEQVR42uzSsQ0AIAhFQRiE/dd0AUNhIg13rRYv5AcAAAD8VMlSFRcZjacP/buGwYZe7r2DBnvQYA8a7EGDPWiwBw2HHXNbiRiGoqhpo3Ecx0sL4pv6/z9pwPXYswItMgycgaEP2d05WdlJ2mYesobMQ9aQecgaMg9Zw63kYS7l/kHvqmVSh4pDXOPLe2ni8PhcSpmsi8u5lFUEtfTf6UlqWLqg6SiEAwxgFQm40B459DLNoXoXwBQBMHfmobtPl/PbayBgKiZ1+Ooma9COxc8gD82LpMJYgMZS33SYLoABrCIBFww2BfPaO1rDLoApAmCKAJh781B7GvtfJuvzw/IAzMna59P3OA8eWhcwoboLDmJf+7Jd+h/BJgNYRQIuGGwIGOwqXQBTBMAMBIfz0Bl4HihQBEu8l0Ngmgd5iPdqKrADhdXRB+LnBYId6wIGsIoEMpm0iIIGYIYCYIoAmNfKA+s32qtZepYHIqGLtzQpkhJGDyCWWgSdxf/mgYGKAzAjATDFgT4OnBcH88Di1P2Dhzl30MP9bvYiF9lgGOYSO+ABxgA1rI7kgakSB1CEAmAOHfbmgeeoA3mozUaJxXh/WP2hNz7cUXC/5EEd6EXzAKv9eQCUdAFMnW7dH4CpU++k2CblcEch618C5XmgFQd/GVQBHeh50TRy8hoFA1jFAi60bwh4L44dgCkCYIaCP5j5PSpryO+TWUPm4ZedOrYBEIahKOjsAEIQ2H9NImjcpUABirvaxS+ebIMebNCDDXqw4d0eptLx+KDPhk82TPEnyxygB/SAHtADekAP6IFMD2R6INMDmR4Y6tADybYG6AE9oAf0gB7QA3pgmFpue0Czl0sNaKr3wMne2awmEMZQtBmxupBaZko3ahel7/+MTTq3GIibUoUhcw7+5gM3OUQdCDdzZjxA4sR4gMyZ8QCJE+NhPVzuFwkIDbDFfRD8AXyADD5ABh8ggw+QwQfI4ANk8AEy+AAZfIAMPkDmoT4oT1D5iIr+U+jDHHmoM2UX4kM/UhuVJ6jswxT1FgWly+hM2YX40A4ryUfKR0w+uAu/kYc6UxYVPrTDSoiT8hEV/aeAL0Ue6izCrPChJVaDE5WPqLdKKlPkoc7woStWdFA+YpoM8VqRhzrj+6IrVnS45iN6YYq30zXyUGeuBb8nW2I1Z1/5iIr+UxiiIg/nM+U88n+zH1yPAnwAfAB8AHyARbQRH1qAD4APgA+AD4AP8B/e7E7gQwuYD4APgA+AD4APsIg24kML8AHwAfAB8AHwAe7fxo1tn/Fhjdxu4/h1GPBhjZQ2atV/9NWsl493s2H0WeGVWMj6KUz40Bh7qsTGrt98c/P1ONoQW5yfR1diiIIvcuJDX2620YdDLO7G3dsfm7vzun8UNrbDh75YLbkH82Jv8sGf9gd86I/VUjjgD7bLPviOP/NhBVgtRf9jSEzJh/3Bthd86A/XowAfAB++27uDnIZhIICicRKphbRQEELsEfe/IrbqLptEahfW+L0NsJ5PkkZyBz2gB5oYox5C0AN6QA/oAT3gvD/N/VvrIQQ9oAf0gB7QA02MUQ8h6AE9oAf0wJPHOKdxqEsW9dCD1TGel1R6qNtX9dCB1TEef75LD/mwXlnKq4cObIxxKj3Ubd166MB2D3VXs+tDF/b0UHx6fujCzh7yyW6fL3qw/jx5qt8LktLo/UMXvI9CD+gBPaAHmhijHkLQA3pAD+gBPfCI5Lw/rg/oAT2gB1oYox5C0AN6QA/oAT3QxBj1EEIa9ssbWfUQnB7YM8bbKv8ppevp7reP36X8rofQ7vZQVvmXCg7lqx+Op8vfy6vrQ3z3xlhXM8/petQ//zy4X3Rgq4d6g8g9jHrowEYPUxrrX/mucV70EN1GD+XCkC7vOYa873+YPU9G530UekAP6AE90MQY9RCCHtADekAP6IEm9vt/DQAAAAAAAED3/gFqrTnHBosNMQAAAABJRU5ErkJggg==)

Hash Collision

This is the case when the calculated index value is the same for two or more Keys. Let's calculate the hash code for another Key "Sunny." Suppose the hash code for "Sunny" is 63281940. To store the Key in the memory, we have to calculate index by using the index formula.

Index=63281940 & (16-1) = 4

The value 4 is the computed index value where the Key will be stored in HashMap. In this case, equals() method check that both Keys are equal or not. If Keys are same, replace the value with the current value. Otherwise, connect this node object to the existing node object through the LinkedList. Hence both Keys will be stored at index 4.

![Working of HashMap in Java](data:image/png;base64,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)

Similarly, we will store the Key "Ritesh." Suppose hash code for the Key is 2349873. The index value will be 1. Hence this Key will be stored at index 1.

![Working of HashMap in Java](data:image/png;base64,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)

get() method in HashMap

get() method is used to get the value by its Key. It will not fetch the value if you don't know the Key. When get(K Key) method is called, it calculates the hash code of the Key.

Suppose we have to fetch the Key "Aman." The following method will be called.

map.get(**new** Key("Aman"));

It generates the hash code as 2657860. Now calculate the index value of 2657860 by using index formula. The index value will be 4, as we have calculated above. get() method search for the index value 4. It compares the first element Key with the given Key. If both keys are equal, then it returns the value else check for the next element in the node if it exists. In our scenario, it is found as the first element of the node and return the value 19.

Let's fetch another Key "Sunny."

The hash code of the Key "Sunny" is 63281940. The calculated index value of 63281940 is 4, as we have calculated for put() method. Go to index 4 of the array and compare the first element's Key with the given Key. It also compares Keys. In our scenario, the given Key is the second element, and the next of the node is null. It compares the second element Key with the specified Key and returns the value 29. It returns null if the next of the node is null.

**LinkedHashMap**

Is Hashtable and Linked list implementation of the Map interface, with predictable iteration order.

may have one null key and multiple null values; is non synchronized; maintains insertion order.

The initial default capacity of Java HashMap class is 16 with a load factor of 0.75.

**Methods of Java LinkedHashMap class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| V get(Object key) | It returns the value to which the specified key is mapped. |
| boolean containsValue(Object value) | It returns true if the map maps one or more keys to the specified value. |
| Set<Map.Entry<K,V>> entrySet() | It returns a Set view of the mappings contained in the map. |
| void forEach(BiConsumer<? super K,? super V> action) | It performs the given action for each entry in the map until all entries have been processed or the action throws an exception. |
| V getOrDefault(Object key, V defaultValue) | It returns the value to which the specified key is mapped or defaultValue if this map contains no mapping for the key. |
| Set<K> keySet() | It returns a Set view of the keys contained in the map |
| protected boolean removeEldestEntry(Map.Entry<K,V> eldest) | It returns true on removing its eldest entry. |
| void replaceAll(BiFunction<? super K,? super V,? extends V> function) | It replaces each entry's value with the result of invoking the given function on that entry until all entries have been processed or the function throws an exception. |
| Collection<V> values() | It returns a Collection view of the values contained in this map. |

 LinkedHashMap<Integer,String> hm=**new** LinkedHashMap<Integer,String>();

**TreeMap**

is a red-black tree based implementation; cannot have a null key but can have multiple null values; is non synchronized; maintains ascending order.

**Methods of Java TreeMap class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| Map.Entry<K,V> ceilingEntry(K key) | It returns the key-value pair having the least key, greater than or equal to the specified key, or null if there is no such key. |
| K ceilingKey(K key) | It returns the least key, greater than the specified key or null if there is no such key. |
| Object clone() | It returns a shallow copy of TreeMap instance. |
| Comparator<? super K> comparator() | It returns the comparator that arranges the key in order, or null if the map uses the natural ordering. |
| NavigableSet<K> descendingKeySet() | It returns a reverse order NavigableSet view of the keys contained in the map. |
| NavigableMap<K,V> descendingMap() | It returns the specified key-value pairs in descending order. |
| Map.Entry firstEntry() | It returns the key-value pair having the least key. |
| Map.Entry<K,V> floorEntry(K key) | It returns the greatest key, less than or equal to the specified key, or null if there is no such key. |
| void forEach(BiConsumer<? super K,? super V> action) | It performs the given action for each entry in the map until all entries have been processed or the action throws an exception. |
| SortedMap<K,V> headMap(K toKey) | It returns the key-value pairs whose keys are strictly less than toKey. |
| NavigableMap<K,V> headMap(K toKey, boolean inclusive) | It returns the key-value pairs whose keys are less than (or equal to if inclusive is true) toKey. |
| Map.Entry<K,V> higherEntry(K key) | It returns the least key strictly greater than the given key, or null if there is no such key. |
| K higherKey(K key) | It is used to return true if this map contains a mapping for the specified key. |
| Set keySet() | It returns the collection of keys exist in the map. |
| Map.Entry<K,V> lastEntry() | It returns the key-value pair having the greatest key, or null if there is no such key. |
| Map.Entry<K,V> lowerEntry(K key) | It returns a key-value mapping associated with the greatest key strictly less than the given key, or null if there is no such key. |
| K lowerKey(K key) | It returns the greatest key strictly less than the given key, or null if there is no such key. |
| NavigableSet<K> navigableKeySet() | It returns a NavigableSet view of the keys contained in this map. |
| Map.Entry<K,V> pollFirstEntry() | It removes and returns a key-value mapping associated with the least key in this map, or null if the map is empty. |
| Map.Entry<K,V> pollLastEntry() | It removes and returns a key-value mapping associated with the greatest key in this map, or null if the map is empty. |
| V put(K key, V value) | It inserts the specified value with the specified key in the map. |
| void putAll(Map<? extends K,? extends V> map) | It is used to copy all the key-value pair from one map to another map. |
| V replace(K key, V value) | It replaces the specified value for a specified key. |
| boolean replace(K key, V oldValue, V newValue) | It replaces the old value with the new value for a specified key. |
| void replaceAll(BiFunction<? super K,? super V,? extends V> function) | It replaces each entry's value with the result of invoking the given function on that entry until all entries have been processed or the function throws an exception. |
| NavigableMap<K,V> subMap(K fromKey, boolean fromInclusive, K toKey, boolean toInclusive) | It returns key-value pairs whose keys range from fromKey to toKey. |
| SortedMap<K,V> subMap(K fromKey, K toKey) | It returns key-value pairs whose keys range from fromKey, inclusive, to toKey, exclusive. |
| SortedMap<K,V> tailMap(K fromKey) | It returns key-value pairs whose keys are greater than or equal to fromKey. |
| NavigableMap<K,V> tailMap(K fromKey, boolean inclusive) | It returns key-value pairs whose keys are greater than (or equal to, if inclusive is true) fromKey. |
| boolean containsKey(Object key) | It returns true if the map contains a mapping for the specified key. |
| boolean containsValue(Object value) | It returns true if the map maps one or more keys to the specified value. |
| K firstKey() | It is used to return the first (lowest) key currently in this sorted map. |
| V get(Object key) | It is used to return the value to which the map maps the specified key. |
| K lastKey() | It is used to return the last (highest) key currently in the sorted map. |
| Set<Map.Entry<K,V>> entrySet() | It returns a set view of the mappings contained in the map. |
| Collection values() | It returns a collection view of the values contained in the map. |

  TreeMap<Integer,String> map=**new** TreeMap<Integer,String>();

  NavigableMap<Integer,String> map=**new** TreeMap<Integer,String>();

  SortedMap<Integer,String> map=**new** TreeMap<Integer,String>();

**What is difference between HashMap and TreeMap?**

|  |  |
| --- | --- |
| **HashMap** | **TreeMap** |
| 1) HashMap can contain one null key. | TreeMap cannot contain any null key. |
| 2) HashMap maintains no order. | TreeMap maintains ascending order. |

**Hashtable**

Is an array of a list. Each list is known as a bucket. The position of the bucket is identified by calling the hashcode() method. A Hashtable contains values based on the key.

Contains unique elements; doesn't allow null key or value; is synchronized

The initial default capacity of Hashtable class is 11 whereas loadFactor is 0.75.

**Methods of Java Hashtable class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| Object clone() | It returns a shallow copy of the Hashtable. |
| V compute(K key, BiFunction<? super K,? super V,? extends V> remappingFunction) | It is used to compute a mapping for the specified key and its current mapped value (or null if there is no current mapping). |
| V computeIfAbsent(K key, Function<? super K,? extends V> mappingFunction) | It is used to compute its value using the given mapping function, if the specified key is not already associated with a value (or is mapped to null), and enters it into this map unless null. |
| V computeIfPresent(K key, BiFunction<? super K,? super V,? extends V> remappingFunction) | It is used to compute a new mapping given the key and its current mapped value if the value for the specified key is present and non-null. |
| Enumeration elements() | It returns an enumeration of the values in the hash table. |
| Set<Map.Entry<K,V>> entrySet() | It returns a set view of the mappings contained in the map. |
| void forEach(BiConsumer<? super K,? super V> action) | It performs the given action for each entry in the map until all entries have been processed or the action throws an exception. |
| V getOrDefault(Object key, V defaultValue) | It returns the value to which the specified key is mapped, or defaultValue if the map contains no mapping for the key. |
| Enumeration<K> keys() | It returns an enumeration of the keys in the hashtable. |
| Set<K> keySet() | It returns a Set view of the keys contained in the map. |
| V merge(K key, V value, BiFunction<? super V,? super V,? extends V> remappingFunction) | If the specified key is not already associated with a value or is associated with null, associates it with the given non-null value. |
| V put(K key, V value) | It inserts the specified value with the specified key in the hash table. |
| void putAll(Map<? extends K,? extends V> t)) | It is used to copy all the key-value pair from map to hashtable. |
| V putIfAbsent(K key, V value) | If the specified key is not already associated with a value (or is mapped to null) associates it with the given value and returns null, else returns the current value. |
| boolean remove(Object key, Object value) | It removes the specified values with the associated specified keys from the hashtable. |
| V replace(K key, V value) | It replaces the specified value for a specified key. |
| boolean replace(K key, V oldValue, V newValue) | It replaces the old value with the new value for a specified key. |
| void replaceAll(BiFunction<? super K,? super V,? extends V> function) | It replaces each entry's value with the result of invoking the given function on that entry until all entries have been processed or the function throws an exception. |
| String toString() | It returns a string representation of the Hashtable object. |
| Collection values() | It returns a collection view of the values contained in the map. |
| boolean containsValue(Object value) | This method returns true if some value equal to the value exists within the hash table, else return false. |
| boolean containsKey(Object key) | This method return true if some key equal to the key exists within the hash table, else return false. |
| protected void rehash() | It is used to increase the size of the hash table and rehashes all of its keys. |
| V get(Object key) | This method returns the object that contains the value associated with the key. |

Hashtable<Integer,String> hm=**new** Hashtable<Integer,String>();

 hm.put(100,"Amit");

**Difference between HashMap and Hashtable**

|  |  |
| --- | --- |
| **HashMap** | **Hashtable** |
| 1) HashMap is **non synchronized**. It is not-thread safe and can't be shared between many threads without proper synchronization code. | Hashtable is **synchronized**. It is thread-safe and can be shared with many threads. |
| 2) HashMap **allows one null key and multiple null values**. | Hashtable **doesn't allow any null key or value**. |
| 3) HashMap is a **new class introduced in JDK 1.2**. | Hashtable is a **legacy class**. |
| 4) HashMap is **fast**. | Hashtable is **slow**. |
| 5) We can make the HashMap as synchronized by calling this code Map m = Collections.synchronizedMap(hashMap); | Hashtable is internally synchronized and can't be unsynchronized. |
| 6) HashMap is **traversed by Iterator**. | Hashtable is **traversed by Enumerator and Iterator**. |
| 7) Iterator in HashMap is **fail-fast**. | Enumerator in Hashtable is **not fail-fast**. |
| 8) HashMap inherits **AbstractMap** class. | Hashtable inherits **Dictionary** class. |

**EnumSet**

**Methods of Java EnumSet class**

|  |  |
| --- | --- |
| **Method** | **Description** |
| static <E extends Enum<E>> EnumSet<E> allOf(Class<E> elementType) | It is used to create an enum set containing all of the elements in the specified element type. |
| static <E extends Enum<E>> EnumSet<E> copyOf(Collection<E> c) | It is used to create an enum set initialized from the specified collection. |
| static <E extends Enum<E>> EnumSet<E> noneOf(Class<E> elementType) | It is used to create an empty enum set with the specified element type. |
| static <E extends Enum<E>> EnumSet<E> of(E e) | It is used to create an enum set initially containing the specified element. |
| static <E extends Enum<E>> EnumSet<E> range(E from, E to) | It is used to create an enum set initially containing the specified elements. |
| EnumSet<E> clone() | It is used to return a copy of this set. |

Java EnumSet Example

**enum** days {

  SUNDAY, MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY

}

**public** **class** EnumSetExample {

**public** **static** **void** main(String[] args) {

    Set<days> set = EnumSet.of(days.TUESDAY, days.WEDNESDAY);

    // Traversing elements

    Iterator<days> iter = set.iterator();

**while** (iter.hasNext())

      System.out.println(iter.next());

  }

**EnumMap**

**Methods of Java EnumMap class**

|  |  |  |
| --- | --- | --- |
| **SN** | **Method** | **Description** |
| 2 | [clone()](https://www.javatpoint.com/post/java-enummap-clone-method) | It is used to copy the mapped value of one map to another map. |
| 3 | [containsKey()](https://www.javatpoint.com/post/java-enummap-containskey-method) | It is used to check whether a specified key is present in this map or not. |
| 4 | [containsValue()](https://www.javatpoint.com/post/java-enummap-containsvalue-method) | It is used to check whether one or more key is associated with a given value or not. |
| 5 | [entrySet()](https://www.javatpoint.com/post/java-enummap-entryset-method) | It is used to create a set of elements contained in the EnumMap. |
| 7 | [get()](https://www.javatpoint.com/post/java-enummap-get-method) | It is used to get the mapped value of the specified key. |
| 9 | [keySet()](https://www.javatpoint.com/post/java-enummap-keyset-method) | It is used to get the set view of the keys contained in the map. |
| 11 | [Values()](https://www.javatpoint.com/post/java-enummap-values-method) | It is used to create a collection view of the values contained in this map. |
| 12 | [put()](https://www.javatpoint.com/post/java-enummap-put-method) | It is used to associate the given value with the given key in this EnumMap. |
| 13 | [putAll()](https://www.javatpoint.com/post/java-enummap-putall-method) | It is used to copy all the mappings from one EnumMap to a new EnumMap. |
| 14 | [remove()](https://www.javatpoint.com/post/java-enummap-remove-method) | It is used to remove the mapping for the given key from EnumMap if the given key is present. |

**Java EnumMap Example**

**import** java.util.\*;

**public** **class** EnumMapExample {

   // create an enum

**public** **enum** Days {

   Monday, Tuesday, Wednesday, Thursday

   };

**public** **static** **void** main(String[] args) {

   //create and populate enum map

   EnumMap<Days, String> map = **new** EnumMap<Days, String>(Days.**class**);

   map.put(Days.Monday, "1");

   map.put(Days.Tuesday, "2");

   map.put(Days.Wednesday, "3");

   map.put(Days.Thursday, "4");

   // print the map

**for**(Map.Entry m:map.entrySet()){

       System.out.println(m.getKey()+" "+m.getValue());

      }

   }

}

**Collections**

Java collection class is used exclusively with static methods that operate on or return collections. It inherits Object class.

|  |  |  |  |
| --- | --- | --- | --- |
| **SN** | **Modifier & Type** | **Methods** | **Descriptions** |
| 1) | static <T> boolean | [addAll()](https://www.javatpoint.com/java-collections-addall-method) | It is used to adds all of the specified elements to the specified collection. |
| 2) | static <T> Queue<T> | [asLifoQueue()](https://www.javatpoint.com/java-collections-aslifoqueue-method) | It returns a view of a Deque as a Last-in-first-out (LIFO) Queue. |
| 3) | static <T> int | [binarySearch()](https://www.javatpoint.com/java-collections-binarysearch-method) | It searches the list for the specified object and returns their position in a sorted list. |
| 4) | static <E> Collection<E> | [checkedCollection()](https://www.javatpoint.com/java-collections-checkedcollection-method) | It is used to returns a dynamically typesafe view of the specified collection. |
| 5) | static <E> List<E> | [checkedList()](https://www.javatpoint.com/java-collections-checkedlist-method) | It is used to returns a dynamically typesafe view of the specified list. |
| 6) | static <K,V> Map<K,V> | [checkedMap()](https://www.javatpoint.com/java-collections-checkedmap-method) | It is used to returns a dynamically typesafe view of the specified map. |
| 7) | static <K,V> NavigableMap<K,V> | [checkedNavigableMap()](https://www.javatpoint.com/java-collections-checkednavigablemap-method) | It is used to returns a dynamically typesafe view of the specified navigable map. |
| 8) | static <E> NavigableSet<E> | [checkedNavigableSet()](https://www.javatpoint.com/java-collections-checkednavigableset-method) | It is used to returns a dynamically typesafe view of the specified navigable set. |
| 9) | static <E> Queue<E> | [checkedQueue()](https://www.javatpoint.com/java-collections-checkedqueue-method) | It is used to returns a dynamically typesafe view of the specified queue. |
| 10) | static <E> Set<E> | [checkedSet()](https://www.javatpoint.com/java-collections-checkedset-method) | It is used to returns a dynamically typesafe view of the specified set. |
| 11) | static <K,V> SortedMap<K,V> | [checkedSortedMap()](https://www.javatpoint.com/java-collections-checkedsortedmap-method) | It is used to returns a dynamically typesafe view of the specified sorted map. |
| 12) | static <E> SortedSet<E> | [checkedSortedSet()](https://www.javatpoint.com/java-collections-checkedsortedset-method) | It is used to returns a dynamically typesafe view of the specified sorted set. |
| 13) | static <T> void | [copy()](https://www.javatpoint.com/java-collections-copy-method) | It is used to copy all the elements from one list into another list. |
| 14) | static boolean | [disjoint()](https://www.javatpoint.com/java-collections-disjoint-method) | It returns true if the two specified collections have no elements in common. |
| 15) | static <T> Enumeration<T> | [emptyEnumeration()](https://www.javatpoint.com/java-collections-emptyenumeration-method) | It is used to get an enumeration that has no elements. |
| 16) | static <T> Iterator<T> | [emptyIterator()](https://www.javatpoint.com/java-collections-emptyiterator-method) | It is used to get an Iterator that has no elements. |
| 17) | static <T> List<T> | [emptyList()](https://www.javatpoint.com/java-collections-emptylist-method) | It is used to get a List that has no elements. |
| 18) | static <T> ListIterator<T> | [emptyListIterator()](https://www.javatpoint.com/java-collections-emptylistiterator-method) | It is used to get a List Iterator that has no elements. |
| 19) | static <K,V> Map<K,V> | [emptyMap()](https://www.javatpoint.com/java-collections-emptymap-method) | It returns an empty map which is immutable. |
| 20) | static <K,V> NavigableMap<K,V> | [emptyNavigableMap()](https://www.javatpoint.com/java-collections-emptynavigablemap-method) | It returns an empty navigable map which is immutable. |
| 21) | static <E> NavigableSet<E> | [emptyNavigableSet()](https://www.javatpoint.com/java-collections-emptynavigableset-method) | It is used to get an empty navigable set which is immutable in nature. |
| 22) | static <T> Set<T> | [emptySet()](https://www.javatpoint.com/java-collections-emptyset-method) | It is used to get the set that has no elements. |
| 23) | static <K,V> SortedMap<K,V> | [emptySortedMap()](https://www.javatpoint.com/java-collections-emptysortedmap-method) | It returns an empty sorted map which is immutable. |
| 24) | static <E> SortedSet<E> | [emptySortedSet()](https://www.javatpoint.com/java-collections-emptysortedset-method) | It is used to get the sorted set that has no elements. |
| 25) | static <T> Enumeration<T> | [enumeration()](https://www.javatpoint.com/java-collections-enumeration-method) | It is used to get the enumeration over the specified collection. |
| 26) | static <T> void | [fill()](https://www.javatpoint.com/java-collections-fill-method) | It is used to replace all of the elements of the specified list with the specified elements. |
| 27) | static int | [frequency()](https://www.javatpoint.com/java-collections-frequency-method) | It is used to get the number of elements in the specified collection equal to the specified object. |
| 28) | static int | [indexOfSubList()](https://www.javatpoint.com/java-collections-indexofsublist-method) | It is used to get the starting position of the first occurrence of the specified target list within the specified source list. It returns -1 if there is no such occurrence in the specified list. |
| 29) | static int | [lastIndexOfSubList()](https://www.javatpoint.com/java-collections-lastindexofsublist-method) | It is used to get the starting position of the last occurrence of the specified target list within the specified source list. It returns -1 if there is no such occurrence in the specified list. |
| 30) | static <T> ArrayList<T> | [list()](https://www.javatpoint.com/java-collections-list-method) | It is used to get an array list containing the elements returned by the specified enumeration in the order in which they are returned by the enumeration. |
| 31) | static <T extends Object & Comparable<? super T>> T | [max()](https://www.javatpoint.com/java-collections-max-method) | It is used to get the maximum value of the given collection, according to the natural ordering of its elements. |
| 32) | static <T extends Object & Comparable<? super T>> T | [min()](https://www.javatpoint.com/java-collections-min-method) | It is used to get the minimum value of the given collection, according to the natural ordering of its elements. |
| 33) | static <T> List<T> | [nCopies()](https://www.javatpoint.com/java-collections-ncopies-method) | It is used to get an immutable list consisting of **n** copies of the specified object. |
| 34) | static <E> Set<E> | [newSetFromMap()](https://www.javatpoint.com/java-collections-newsetfrommap-method) | It is used to return a set backed by the specified map. |
| 35) | static <T> boolean | [replaceAll()](https://www.javatpoint.com/java-collections-replaceall-method) | It is used to replace all occurrences of one specified value in a list with the other specified value. |
| 36) | static void | [reverse()](https://www.javatpoint.com/java-collections-reverse-method) | It is used to reverse the order of the elements in the specified list. |
| 37) | static <T> Comparator<T> | [reverseOrder()](https://www.javatpoint.com/java-collections-reverseorder-method) | It is used to get the comparator that imposes the reverse of the natural ordering on a collection of objects which implement the Comparable interface. |
| 38) | static void | [rotate()](https://www.javatpoint.com/java-collections-rotate-method) | It is used to rotate the elements in the specified list by a given distance. |
| 39) | static void | [shuffle()](https://www.javatpoint.com/java-collections-shuffle-method) | It is used to randomly reorders the specified list elements using a default randomness. |
| 40) | static <T> Set<T> | [singleton()](https://www.javatpoint.com/java-collections-singleton-method) | It is used to get an immutable set which contains only the specified object. |
| 41) | static <T> List<T> | [singletonList()](https://www.javatpoint.com/java-collections-singletonlist-method) | It is used to get an immutable list which contains only the specified object. |
| 42) | static <K,V> Map<K,V> | [singletonMap()](https://www.javatpoint.com/java-collections-singletonmap-method) | It is used to get an immutable map, mapping only the specified key to the specified value. |
| 43) | static <T extends Comparable<? super T>>void | [sort()](https://www.javatpoint.com/java-collections-sort-method) | It is used to sort the elements presents in the specified list of collection in ascending order. |
| 44) | static void | [swap()](https://www.javatpoint.com/java-collections-swap-method) | It is used to swap the elements at the specified positions in the specified list. |
| 45) | static <T> Collection<T> | [synchronizedCollection()](https://www.javatpoint.com/java-collections-synchronizedcollection-method) | It is used to get a synchronized (thread-safe) collection backed by the specified collection. |
| 46) | static <T> List<T> | [synchronizedList()](https://www.javatpoint.com/java-collections-synchronizedlist-method) | It is used to get a synchronized (thread-safe) collection backed by the specified list. |
| 47) | static <K,V> Map<K,V> | [synchronizedMap()](https://www.javatpoint.com/java-collections-synchronizedmap-method) | It is used to get a synchronized (thread-safe) map backed by the specified map. |
| 48) | static <K,V> NavigableMap<K,V> | [synchronizedNavigableMap()](https://www.javatpoint.com/java-collections-synchronizednavigablemap-method) | It is used to get a synchronized (thread-safe) navigable map backed by the specified navigable map. |
| 49) | static <T> NavigableSet<T> | [synchronizedNavigableSet()](https://www.javatpoint.com/java-collections-synchronizednavigableset-method) | It is used to get a synchronized (thread-safe) navigable set backed by the specified navigable set. |
| 50) | static <T> Set<T> | [synchronizedSet()](https://www.javatpoint.com/java-collections-synchronizedset-method) | It is used to get a synchronized (thread-safe) set backed by the specified set. |
| 51) | static <K,V> SortedMap<K,V> | [synchronizedSortedMap()](https://www.javatpoint.com/java-collections-synchronizedsortedmap-method) | It is used to get a synchronized (thread-safe) sorted map backed by the specified sorted map. |
| 52) | static <T> SortedSet<T> | [synchronizedSortedSet()](https://www.javatpoint.com/java-collections-synchronizedsortedset-method) | It is used to get a synchronized (thread-safe) sorted set backed by the specified sorted set. |
| 53) | static <T> Collection<T> | [unmodifiableCollection()](https://www.javatpoint.com/java-collections-unmodifiablecollection-method) | It is used to get an unmodifiable view of the specified collection. |
| 54) | static <T> List<T> | [unmodifiableList()](https://www.javatpoint.com/java-collections-unmodifiablelist-method) | It is used to get an unmodifiable view of the specified list. |
| 55) | static <K,V> Map<K,V> | [unmodifiableMap()](https://www.javatpoint.com/java-collections-unmodifiablemap-method) | It is used to get an unmodifiable view of the specified map. |
| 56) | static <K,V> NavigableMap<K,V> | [unmodifiableNavigableMap()](https://www.javatpoint.com/java-collections-unmodifiablenavigablemap-method) | It is used to get an unmodifiable view of the specified navigable map. |
| 57) | static <T> NavigableSet<T> | [unmodifiableNavigableSet()](https://www.javatpoint.com/java-collections-unmodifiablenavigableset-method) | It is used to get an unmodifiable view of the specified navigable set. |
| 58) | static <T> Set<T> | [unmodifiableSet()](https://www.javatpoint.com/java-collections-unmodifiableset-method) | It is used to get an unmodifiable view of the specified set. |
| 59) | static <K,V> SortedMap<K,V> | [unmodifiableSortedMap()](https://www.javatpoint.com/java-collections-unmodifiablesortedmap-method) | It is used to get an unmodifiable view of the specified sorted map. |
| 60 | static <T> SortedSet<T> | [unmodifiableSortedSet()](https://www.javatpoint.com/java-collections-unmodifiablesortedset-method) | It is used to get an unmodifiable view of the specified sorted set. |

**Sorting in Collection**

We can sort the elements of:

String objects

Wrapper class objects

User-defined class objects

|  |
| --- |
| **Collections** class provides static methods for sorting the elements of a collection. If collection elements are of a Set type, we can use TreeSet. However, we cannot sort the elements of List. Collections class provides methods for sorting the elements of List type elements. |

**Method of Collections class for sorting List elements**

**public void sort(List list):** is used to sort the elements of List. List elements must be of the Comparable type.

**Note: String class and Wrapper classes implement the Comparable interface. So if you store the objects of string or wrapper classes, it will be Comparable.**

**Example to sort string objects**

ArrayList<String> al=**new** ArrayList<String>();

al.add("Viru");

Collections.sort(al);

Iterator itr=al.iterator();

**while**(itr.hasNext()){

System.out.println(itr.next());

 }

**Example to sort string objects in reverse order**

Collections.sort(al,Collections.reverseOrder());

**Example to sort user-defined class objects**

**class** Student **implements** Comparable<Student> {

**public** String name;

**public** Student(String name) {

**this**.name = name;

  }

**public** **int** compareTo(Student person) {

**return** name.compareTo(person.name);

  }

}

      ArrayList<Student> al=**new** ArrayList<Student>();

      al.add(**new** Student("Viru"));

    Collections.sort(al);

**Java Comparable interface**

Is used to order the objects of the user-defined class. This interface is found in java.lang package and contains only one method named compareTo(Object). It provides a single sorting sequence only, i.e., you can sort the elements on the basis of single data member only. For example, it may be rollno, name, age or anything else.

Java Comparable Example

Let's see the example of the Comparable interface that sorts the list elements on the basis of age.

**class** Student **implements** Comparable<Student>{

**int** age;

**public** **int** compareTo(Student st){

**if**(age==st.age)

**return** 0;

**else** **if**(age>st.age)

**return** 1;

**else**

**return** -1;

}

}

ArrayList<Student> al=**new** ArrayList<Student>();

al.add(**new** Student(101,"Vijay",23));

Collections.sort(al);

**Java Comparator interface**

Is used to order the objects of a user-defined class.

This interface is found in java.util package and contains 2 methods compare(Object obj1,Object obj2) and equals(Object element).

It provides multiple sorting sequences, i.e., you can sort the elements on the basis of any data member, for example, rollno, name, age or anything else.

Methods of Java Comparator Interface

|  |  |
| --- | --- |
| **Method** | **Description** |
| public int compare(Object obj1, Object obj2) | It compares the first object with the second object. |
| public boolean equals(Object obj) | It is used to compare the current object with the specified object. |
| public boolean equals(Object obj) | It is used to compare the current object with the specified object. |

**Java Comparator Example (Non-generic Old Style)**

Let's see the example of sorting the elements of List on the basis of age and name. In this example, we have created 4 java classes:

Student.java AgeComparator.java NameComparator.java Simple.java

**class** Student{  }

**class** AgeComparator **implements** Comparator{

**public** **int** compare(Object o1,Object o2){…..}

**}**

**class** NameComparator **implements** Comparator{

**public** **int** compare(Object o1,Object o2){  …}

**}**

ArrayList al=**new** ArrayList();

al.add(**new** Student(101,"Vijay",23));

Collections.sort(al,**new** NameComparator());

Collections.sort(al,**new** AgeComparator());

**Java Comparator Example (Generic)**

**class** Student{  }

**class** AgeComparator **implements** Comparator<Student>{

**public** **int** compare(Student s1,Student s2){  ….}

}

**class** NameComparator **implements** Comparator<Student>{

**public** **int** compare(Student s1,Student s2){  …}

}

ArrayList<Student> al=**new** ArrayList<Student>();

al.add(**new** Student(101,"Vijay",23));

Collections.sort(al,**new** NameComparator());

Collections.sort(al,**new** AgeComparator());

**Java 8 Comparator interface**

Java 8 Comparator interface is a functional interface that contains only one abstract method. Now, we can use the Comparator interface as the assignment target for a lambda expression or method reference.

**class** Student {    }

  ArrayList<Student> al=**new** ArrayList<Student>();

  al.add(**new** Student(101,"Vijay",23));

/Sorting elements on the basis of name

  Comparator<Student> cm1=Comparator.comparing(Student::getName);

   Collections.sort(al,cm1);

 //Sorting elements on the basis of age

    Comparator<Student> cm2=Comparator.comparing(Student::getAge);

Collections.sort(al,cm2);

Java 8 Comparator Example: nullsFirst() and nullsLast() method

Here, we sort the list of elements that also contains null.

 ArrayList<Student> al=**new** ArrayList<Student>();

 al.add(**new** Student(101,"Vijay",23));

 Comparator<Student> cm1=Comparator.comparing(Student::getName,Comparator.nullsFirst(String::compareTo));

  Collections.sort(al,cm1);

**Properties class**

The **properties** object contains key and value pair both as a string.

It can be used to get property value based on the property key. The Properties class provides methods to get data from the properties file and store data into the properties file. Moreover, it can be used to get the properties of a system.

An Advantage of the properties file

**Recompilation is not required if the information is changed from a properties file:** If any information is changed from the properties file, you don't need to recompile the java class. It is used to store information which is to be changed frequently.

Constructors of Properties class

|  |  |
| --- | --- |
| **Method** | **Description** |
| Properties() | It creates an empty property list with no default values. |
| Properties(Properties defaults) | It creates an empty property list with the specified defaults. |

Methods of Properties class

The commonly used methods of Properties class are given below.

10 Sec

32.6M

633

Difference between JDK, JRE, and JVM

|  |  |
| --- | --- |
| **Method** | **Description** |
| public void load(Reader r) | It loads data from the Reader object. |
| public void load(InputStream is) | It loads data from the InputStream object |
| public void loadFromXML(InputStream in) | It is used to load all of the properties represented by the XML document on the specified input stream into this properties table. |
| public String getProperty(String key) | It returns value based on the key. |
| public String getProperty(String key, String defaultValue) | It searches for the property with the specified key. |
| public void setProperty(String key, String value) | It calls the put method of Hashtable. |
| public void list(PrintStream out) | It is used to print the property list out to the specified output stream. |
| public void list(PrintWriter out)) | It is used to print the property list out to the specified output stream. |
| public Enumeration<?> propertyNames()) | It returns an enumeration of all the keys from the property list. |
| public Set<String> stringPropertyNames() | It returns a set of keys in from property list where the key and its corresponding value are strings. |
| public void store(Writer w, String comment) | It writes the properties in the writer object. |
| public void store(OutputStream os, String comment) | It writes the properties in the OutputStream object. |
| public void storeToXML(OutputStream os, String comment) | It writes the properties in the writer object for generating XML document. |
| public void storeToXML(Writer w, String comment, String encoding) | It writes the properties in the writer object for generating XML document with the specified encoding. |

Example of Properties class to get information from the properties file

To get information from the properties file, create the properties file first.

**db.properties**

user=system

password=oracle

Now, let's create the java class to read the data from the properties file.

**Test.java**

**import** java.util.\*;

**import** java.io.\*;

**public** **class** Test {

**public** **static** **void** main(String[] args)**throws** Exception{

    FileReader reader=**new** FileReader("db.properties");

    Properties p=**new** Properties();

    p.load(reader);

    System.out.println(p.getProperty("user"));

    System.out.println(p.getProperty("password"));

}

}

oracle

Now if you change the value of the properties file, you don't need to recompile the java class. That means no maintenance problem.

Example of Properties class to get all the system properties

By System.getProperties() method we can get all the properties of the system. Let's create the class that gets information from the system properties.

**Test.java**

**import** java.util.\*;

**import** java.io.\*;

**public** **class** Test {

**public** **static** **void** main(String[] args)**throws** Exception{

Properties p=System.getProperties();

Set set=p.entrySet();

Iterator itr=set.iterator();

**while**(itr.hasNext()){

Map.Entry entry=(Map.Entry)itr.next();

System.out.println(entry.getKey()+" = "+entry.getValue());

}

}

}

Output:

java.runtime.name = Java(TM) SE Runtime Environment

sun.boot.library.path = C:\Program Files\Java\jdk1.7.0\_01\jre\bin

java.vm.version = 21.1-b02

java.vm.vendor = Oracle Corporation

java.vendor.url = http://java.oracle.com/

path.separator = ;

java.vm.name = Java HotSpot(TM) Client VM

file.encoding.pkg = sun.io

user.country = US

user.script =

sun.java.launcher = SUN\_STANDARD

...........

Example of Properties class to create the properties file

Now let's write the code to create the properties file.

**Test.java**

**import** java.util.\*;

**import** java.io.\*;

**public** **class** Test {

**public** **static** **void** main(String[] args)**throws** Exception{

Properties p=**new** Properties();

p.setProperty("name","Sonoo Jaiswal");

p.setProperty("email","sonoojaiswal@javatpoint.com");

p.store(**new** FileWriter("info.properties"),"Javatpoint Properties Example");

}

}

Let's see the generated properties file.

**info.properties**

#Javatpoint Properties Example

#Thu Oct 03 22:35:53 IST 2013

email=sonoojaiswal@javatpoint.com

name=Sonoo Jaiswal

**Difference between ArrayList and Vector**

ArrayList and Vector both implements List interface and maintains insertion order.

However, there are many differences between ArrayList and Vector classes that are given below.

|  |  |
| --- | --- |
| **ArrayList** | **Vector** |
| 1) ArrayList is **not synchronized**. | Vector is **synchronized**. |
| 2) ArrayList **increments 50%** of current array size if the number of elements exceeds from its capacity. | Vector **increments 100%** means doubles the array size if the total number of elements exceeds than its capacity. |
| 3) ArrayList is **not a legacy** class. It is introduced in JDK 1.2. | Vector is a **legacy** class. |
| 4) ArrayList is **fast** because it is non-synchronized. | Vector is **slow** because it is synchronized, i.e., in a multithreading environment, it holds the other threads in runnable or non-runnable state until current thread releases the lock of the object. |
| 5) ArrayList uses the **Iterator** interface to traverse the elements. | A Vector can use the **Iterator** interface or **Enumeration** interface to traverse the elements. |

**Java Vector**

**Vector** is like the *dynamic array* which can grow or shrink its size. Unlike array, we can store n-number of elements in it as there is no size limit. It is a part of Java Collection framework since Java 1.2. It is found in the java.util package and implements the *List* interface, so we can use all the methods of List interface here.

It is recommended to use the Vector class in the thread-safe implementation only. If you don't need to use the thread-safe implementation, you should use the ArrayList, the ArrayList will perform better in such case.

The Iterators returned by the Vector class are *fail-fast*. In case of concurrent modification, it fails and throws the ConcurrentModificationException.

It is similar to the ArrayList, but with two differences-
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Vector is synchronized.

Java Vector contains many legacy methods that are not the part of a collections framework.

**Java Vector Methods**

The following are the list of Vector class methods:

|  |  |  |
| --- | --- | --- |
| **SN** | **Method** | **Description** |
| 1) | [add()](https://www.javatpoint.com/java-vector-add-method) | It is used to append the specified element in the given vector. |
| 2) | [addAll()](https://www.javatpoint.com/java-vector-addall-method) | It is used to append all of the elements in the specified collection to the end of this Vector. |
| 3) | [addElement()](https://www.javatpoint.com/java-vector-addelement-method) | It is used to append the specified component to the end of this vector. It increases the vector size by one. |
| 4) | [capacity()](https://www.javatpoint.com/java-vector-capacity-method) | It is used to get the current capacity of this vector. |
| 5) | [clear()](https://www.javatpoint.com/java-vector-clear-method) | It is used to delete all of the elements from this vector. |
| 6) | [clone()](https://www.javatpoint.com/java-vector-clone-method) | It returns a clone of this vector. |
| 7) | [contains()](https://www.javatpoint.com/java-vector-contains-method) | It returns true if the vector contains the specified element. |
| 8) | [containsAll()](https://www.javatpoint.com/java-vector-containsall-method) | It returns true if the vector contains all of the elements in the specified collection. |
| 9) | [copyInto()](https://www.javatpoint.com/java-vector-copyinto-method) | It is used to copy the components of the vector into the specified array. |
| 10) | [elementAt()](https://www.javatpoint.com/java-vector-elementat-method) | It is used to get the component at the specified index. |
| 11) | [elements()](https://www.javatpoint.com/java-vector-elements-method) | It returns an enumeration of the components of a vector. |
| 12) | [ensureCapacity()](https://www.javatpoint.com/java-vector-ensurecapacity-method) | It is used to increase the capacity of the vector which is in use, if necessary. It ensures that the vector can hold at least the number of components specified by the minimum capacity argument. |
| 13) | [equals()](https://www.javatpoint.com/java-vector-equals-method) | It is used to compare the specified object with the vector for equality. |
| 14) | [firstElement()](https://www.javatpoint.com/java-vector-firstelement-method) | It is used to get the first component of the vector. |
| 15) | [forEach()](https://www.javatpoint.com/java-vector-foreach-method) | It is used to perform the given action for each element of the Iterable until all elements have been processed or the action throws an exception. |
| 16) | [get()](https://www.javatpoint.com/java-vector-get-method) | It is used to get an element at the specified position in the vector. |
| 17) | [hashCode()](https://www.javatpoint.com/java-vector-hashcode-method) | It is used to get the hash code value of a vector. |
| 18) | [indexOf()](https://www.javatpoint.com/java-vector-indexof-method) | It is used to get the index of the first occurrence of the specified element in the vector. It returns -1 if the vector does not contain the element. |
| 19) | [insertElementAt()](https://www.javatpoint.com/java-vector-insertelementat-method) | It is used to insert the specified object as a component in the given vector at the specified index. |
| 20) | [isEmpty()](https://www.javatpoint.com/java-vector-isempty-method) | It is used to check if this vector has no components. |
| 21) | [iterator()](https://www.javatpoint.com/java-vector-iterator-method) | It is used to get an iterator over the elements in the list in proper sequence. |
| 22) | [lastElement()](https://www.javatpoint.com/java-vector-lastelement-method) | It is used to get the last component of the vector. |
| 23) | [lastIndexOf()](https://www.javatpoint.com/java-vector-lastindexof-method) | It is used to get the index of the last occurrence of the specified element in the vector. It returns -1 if the vector does not contain the element. |
| 24) | listIterator() | It is used to get a list iterator over the elements in the list in proper sequence. |
| 25) | [remove()](https://www.javatpoint.com/java-vector-remove-method) | It is used to remove the specified element from the vector. If the vector does not contain the element, it is unchanged. |
| 26) | [removeAll()](https://www.javatpoint.com/java-vector-removeall-method) | It is used to delete all the elements from the vector that are present in the specified collection. |
| 27) | [removeAllElements()](https://www.javatpoint.com/java-vector-removeallelements-method) | It is used to remove all elements from the vector and set the size of the vector to zero. |
| 28) | [removeElement()](https://www.javatpoint.com/java-vector-removeelement-method) | It is used to remove the first (lowest-indexed) occurrence of the argument from the vector. |
| 29) | [removeElementAt()](https://www.javatpoint.com/java-vector-removeelementat-method) | It is used to delete the component at the specified index. |
| 30) | removeIf() | It is used to remove all of the elements of the collection that satisfy the given predicate. |
| 31) | removeRange() | It is used to delete all of the elements from the vector whose index is between fromIndex, inclusive and toIndex, exclusive. |
| 32) | [replaceAll()](https://www.javatpoint.com/java-vector-replaceall-method) | It is used to replace each element of the list with the result of applying the operator to that element. |
| 33) | [retainAll()](https://www.javatpoint.com/java-vector-retainall-method) | It is used to retain only that element in the vector which is contained in the specified collection. |
| 34) | set() | It is used to replace the element at the specified position in the vector with the specified element. |
| 35) | setElementAt() | It is used to set the component at the specified index of the vector to the specified object. |
| 36) | setSize() | It is used to set the size of the given vector. |
| 37) | size() | It is used to get the number of components in the given vector. |
| 38) | sort() | It is used to sort the list according to the order induced by the specified Comparator. |
| 39) | spliterator() | It is used to create a late-binding and fail-fast Spliterator over the elements in the list. |
| 40) | subList() | It is used to get a view of the portion of the list between fromIndex, inclusive, and toIndex, exclusive. |
| 41) | toArray() | It is used to get an array containing all of the elements in this vector in correct order. |
| 42) | toString() | It is used to get a string representation of the vector. |
| 43) | trimToSize() | It is used to trim the capacity of the vector to the vector's current size. |

**Java Vector Example**

          Vector<String> vec = **new** Vector<String>();

          vec.add("Tiger");

          vec.addElement("Rat");

**Java Stack**

**Methods of the Stack Class**

We can perform push, pop, peek and search operation on the stack. The Java Stack class provides mainly five methods to perform these operations. Along with this, it also provides all the methods of the [Java Vector class](https://www.javatpoint.com/java-vector).

|  |  |  |
| --- | --- | --- |
| **Method** | **Modifier and Type** | **Method Description** |
| [empty()](https://www.javatpoint.com/java-stack#empty) | boolean | The method checks the stack is empty or not. |
| [push(E item)](https://www.javatpoint.com/java-stack#push) | E | The method pushes (insert) an element onto the top of the stack. |
| [pop()](https://www.javatpoint.com/java-stack#pop) | E | The method removes an element from the top of the stack and returns the same element as the value of that function. |
| [peek()](https://www.javatpoint.com/java-stack#peek) | E | The method looks at the top element of the stack without removing it. |
| [search(Object o)](https://www.javatpoint.com/java-stack#search) | int | The method searches the specified object and returns the position of the object. |

Stack<Integer> stk= **new** Stack<>();

**Java Collection Interface**

Collection is a group of objects, which are known as elements. It is the root interface in the collection hierarchy. This interface is basically used to pass around the collections and manipulate them where the maximum generality is desired.

There are many methods defined in the Collection interface. These are as follows:

|  |  |
| --- | --- |
| **Method** | **Description** |
| [add()](https://www.javatpoint.com/java-collection-add-method) | This method returns a Boolean value true if it inserts the specified element in this collection. |
| [addAll()](https://www.javatpoint.com/java-collection-addall-method) | This method returns a Boolean value true if it adds all the elements of specified collection in the invoking collection. |
| [clear()](https://www.javatpoint.com/java-collection-clear-method) | It removes all the elements automatically from this collection. |
| [contains()](https://www.javatpoint.com/java-collection-contains-method) | It returns a Boolean value true if this queue contains the specified element. |
| [containsAll()](https://www.javatpoint.com/java-collection-containsall-method) | It returns a Boolean value true if this collection contains all the elements in the specified collection. |
| [equals()](https://www.javatpoint.com/java-collection-equals-method) | This method returns a boolean value true if the specified object is equal with this collection. |
| [hashCode()](https://www.javatpoint.com/java-collection-hashcode-method) | It returns a hash code value for this collection. |
| [isEmpty()](https://www.javatpoint.com/java-collection-isempty-method) | This method returns true if this collection contains no elements or is empty. |
| [iterator()](https://www.javatpoint.com/java-collection-iterator-method) | It returns an iterator over the elements in proper sequence. |
| [remove()](https://www.javatpoint.com/java-collection-remove-method) | It removes the specified element from this queue, if it is present in the collection. |
| [removeAll()](https://www.javatpoint.com/java-collection-removeall-method) | It removes all the elements of this collection which are also present in the specified collection. |
| [removeIf()](https://www.javatpoint.com/java-collection-removeif-method) | It removes all the elements of this collection that satisfy the given predicate filter. |
| [retainAll()](https://www.javatpoint.com/java-collection-retainall-method) | This method retains only those elements in this collection that are present in the specified collection. |
| [size()](https://www.javatpoint.com/java-collection-size-method) | It returns the total number of the elements in this collection. |
| [spliterator()](https://www.javatpoint.com/java-collection-spliterator-method) | It returns a spliterator over the elements in this collection. |
| [toArray()](https://www.javatpoint.com/java-collection-toarray-method) | It returns an array containing all the elements of this collection which are in proper sequence. |

**Java ConcurrentHashMap class**

A hash table supporting full concurrency of retrievals and high expected concurrency for updates. This class obeys the same functional specification as Hashtable and includes versions of methods corresponding to each method of Hashtable. However, even though all operations are thread-safe, retrieval operations do not entail locking, and there is not any support for locking the entire table in a way that prevents all access. This class is fully interoperable with Hashtable in programs that rely on its thread safety but not on its synchronization details..

**List of ConcurrentHashMap class Methods**

|  |  |  |
| --- | --- | --- |
| **NO** | **Method** | **Description** |
| 1. | public void [clear()](https://www.javatpoint.com/java-concurrenthashmap-clear-method) | The clear() method of ConcurrentHashMap class removes all of the mappings from this map. |
| 2. | public V [compute(K key, BiFunction<? super K,? super V,? extends V> remappingFunction)](https://www.javatpoint.com/java-concurrenthashmap-compute-method) | The compute() method of ConcurrentHashMap class Attempts to compute a mapping for the specified key and its current mapped value (or null if there is no current mapping). |
| 3. | public V [computeIfAbsent(K key, Function<? super K,? extends V> mappingFunction)](https://www.javatpoint.com/java-concurrenthashmap-computeifabsent-method) | The computeIfAbsent() method of ConcurrentHashMap class attempts to compute its value using the given mapping function and enters it into this map unless null If the specified key is not already associated with a value. |
| 4. | public V [computeIfPresent(K key, BiFunction<? super K,? super V,? extends V> remappingFunction)](https://www.javatpoint.com/java-concurrenthashmap-computeifpresent-method) | The computeIfPresent() method of ConcurrentHashMap class Attempts to compute a new mapping given the key and its current mapped value, If the value for the specified key is present. |
| 5. | public boolean [contains(Object value)](https://www.javatpoint.com/java-concurrenthashmap-contains-method) | The contains() method of ConcurrentHashMap class tests if some key maps into the specified value in this table.. |
| 6. | public boolean [containsKey(Object key)](https://www.javatpoint.com/java-concurrenthashmap-containskey-method) | The containsKey() method of ConcurrentHashMap class tests if the specified object is a key in this table. |
| 7. | public boolean [containsValue(Object value)](https://www.javatpoint.com/java-concurrenthashmap-containsvalue-method) | The containsValue() method of ConcurrentHashMap class returns true if this map maps one or more keys to the specified value. Note: This method may require a full traversal of the map, and is much slower than method containsKey. |
| 8. | public Enumeration<V> [elements()](https://www.javatpoint.com/java-concurrenthashmap-elements-method) | The elements() method of ConcurrentHashMap class returns an enumeration of the values in this table. |
| 9. | public Set<Map.Entry<K,V>> [entrySet()](https://www.javatpoint.com/java-concurrenthashmap-entryset-method) | The entrySet() method of ConcurrentHashMap class Returns a Set view of the mappings contained in this map. The changes made to the map are reflected in the set, and vice-versa. |
| 10. | public boolean [equals(Object o)](https://www.javatpoint.com/java-concurrenthashmap-equals-method) | The elements() method of ConcurrentHashMap class Compares the specified object with this map for equality and returns true if the given object is a map with the same mappings as this map. |
| 11. | public V [get(Object key)](https://www.javatpoint.com/java-concurrenthashmap-get-method) | The get() method of ConcurrentHashMap class Returns the value to which the specified key is mapped, or null if this map contains no mapping for the key. |
| 12. | public V [getOrDefault(Object key, V defaultValue)](https://www.javatpoint.com/java-concurrenthashmap-getordefault-method) | The getOrDefault() method of ConcurrentHashMap class Returns the value to which the specified key is mapped, or the given default value if this map contains no mapping for the key. |
| 13. | public int [hashCode()](https://www.javatpoint.com/java-concurrenthashmap-hashcode-method) | The hashcode() method of ConcurrentHashMap class Returns the hash code value for this Map, i.e., the sum of, for each key-value pair in the map, key.hashCode() ^ value.hashCode(). |
| 14. | public Enumeration<K> [keys()](https://www.javatpoint.com/java-concurrenthashmap-keys-method) | The keys() method of ConcurrentHashMap class returns an enumeration of the keys in this table. |
| 15. | public ConcurrentHashMap.KeySetView<K,V> [keySet()](https://www.javatpoint.com/java-concurrenthashmap-keyset-method) public ConcurrentHashMap.KeySetView<K,V> [keySet(V mappedValue)](https://www.javatpoint.com/java-concurrenthashmap-keyset-method) | The keySet() method of ConcurrentHashMap class returns a Set view of the keys contained in this map. The set is stacked by the map, so changes to the map are reflected in the set, and vice-versa. |
| 16. | public long [mappingCount()](https://www.javatpoint.com/java-concurrenthashmap-mappingcount-method) | The mappingCount() method of ConcurrentHashMap class returns the number of mappings. The value returned is an estimated value; the actual count may differ if there are concurrent insertions or removals. |
| 17. | public V [merge(K key, V value, BiFunction<? super V,? super V,? extends V> remappingFunction)](https://www.javatpoint.com/java-concurrenthashmap-merge-method) | The merge() method of ConcurrentHashMap class merge sets If the specified key is not already associated with a (non-null) value, associates it with the given value. |
| 18. | public static <K> ConcurrentHashMap.KeySetView<K,Boolean> [newKeySet()](https://www.javatpoint.com/java-concurrenthashmap-newkeyset-method) public static <K> ConcurrentHashMap.KeySetView<K,Boolean> [newKeySet(int initialCapacity)](https://www.javatpoint.com/java-concurrenthashmap-newkeyset-method) | The newKeySet() method of ConcurrentHashMap class Creates a new Set backed by a ConcurrentHashMap from the given type to Boolean.TRUE. |
| 19. | public V [put(K key, V value)](https://www.javatpoint.com/java-concurrenthashmap-put-method) | The put() method of ConcurrentHashMap class Maps the specified key to the specified value in this table. |
| 20. | public void [putAll(Map<? extends K,? extends V> m)](https://www.javatpoint.com/java-concurrenthashmap-putall-method) | The putAll() method of ConcurrentHashMap class Copies all of the mappings from the specified map to this one. These mappings replace any mappings that this map had for any of the keys currently in the specified map. |
| 21. | public V [putIfAbsent(K key, V value)](https://www.javatpoint.com/java-concurrenthashmap-putifabsent-method) | The putIfAbsent() method of ConcurrentHashMap class Maps If the specified key is not already associated with a value, associates it with the given value. This is equivalent to, for this map. |
| 22. | public V [remove(Object key)](https://www.javatpoint.com/java-concurrenthashmap-remove-method) public boolean [remove(Object key, Object value)](https://www.javatpoint.com/java-concurrenthashmap-remove-method) | The remove() method of ConcurrentHashMap class Removes the key (and its corresponding value) from this map. This method does nothing if the key is not on the map. |
| 23. | public V [replace(K key, V value)](https://www.javatpoint.com/java-concurrenthashmap-replace-method) public boolean [replace(K key, V oldValue, V newValue)](https://www.javatpoint.com/java-concurrenthashmap-replace-method) | The replace() method of ConcurrentHashMap class replaces the entry for a key only if currently mapped to some value. This is equivalent to, for this map. |
| 24. | public String [toString()](https://www.javatpoint.com/java-concurrenthashmap-tostring-method) | The toString() method of ConcurrentHashMap class returns a string representation of this map. The string representation consists of a list of key-value mappings (in no particular order) enclosed in braces ("{}"). |
| 25. | public void [forEach(long parallelismThreshold, BiConsumer<? super K,? super V> action)](https://www.javatpoint.com/java-concurrenthashmap-foreach-method) public <U> void [forEach(long parallelismThreshold, BiFunction<? super K,? super V,? extends U> transformer, Consumer<? super U> action)](https://www.javatpoint.com/java-concurrenthashmap-foreach-method) | The forEach() method of ConcurrentHashMap class Performs the given action for each (key, value). |
| 26. | public Collection<V> [values()](https://www.javatpoint.com/java-concurrenthashmap-values-method) | The values() method of ConcurrentHashMap class returns a Collection view of the values contained in this map. The map backs the collection, so changes to the map are reflected in the collection, and vice-versa. The collection supports element removal, which removes the corresponding mapping from this map, via the Iterator |

 ConcurrentHashMap<String, Integer>  mymap = **new** ConcurrentHashMap<String,  Integer>();

**Java ConcurrentLinkedQueue Class**

ConcurrentLinkedQueue is an unbounded thread-safe queue which arranges the element in FIFO. New elements are added at the tail of this queue and the elements are added from the head of this queue.

ConcurrentLinkedQueue class and its iterator implements all the optional methods of the Queue and Iterator interfaces.

**Methods**

|  |  |
| --- | --- |
| **Methods** | **Description** |
| [add()](https://www.javatpoint.com/java-concurrentlinkedqueue-add-method) | Inserts the specified element at the tail of this queue |
| [addAll()](https://www.javatpoint.com/java-concurrentlinkedqueue-addall-method) | Inserts all the elements which are present in the specified collection to the tail of this queue |
| [contains()](https://www.javatpoint.com/java-concurrentlinkedqueue-contains-method) | Returns true if this queue contains the specified element |
| [forEach()](https://www.javatpoint.com/java-concurrentlinkedqueue-foreach-method) | Performs the given action for each element until all elements have been processed. |
| [isEmpty()](https://www.javatpoint.com/java-concurrentlinkedqueue-isempty-method) | Returns true if this queue contains no elements. |
| [iterator()](https://www.javatpoint.com/java-concurrentlinkedqueue-iterator-method) | Returns an iterator over the elements in this queue |
| [offer()](https://www.javatpoint.com/java-concurrentlinkedqueue-offer-method) | Inserts the specified element at the tail of this queue |
| [remove()](https://www.javatpoint.com/java-concurrentlinkedqueue-remove-method) | Removes the specified element from this queue, if this element is present in the queue |
| [removeAll()](https://www.javatpoint.com/java-concurrentlinkedqueue-removeall-method) | Removes all the elements of this in queue which are present in the specified collection. |
| [removeIf()](https://www.javatpoint.com/java-concurrentlinkedqueue-removeif-method) | Removes all the elements in this queue that satisfy the given predicate filter. |
| [retainAll()](https://www.javatpoint.com/java-concurrentlinkedqueue-retainall-method) | Retain only those elements in this queue that are present in the specified collection. |
| [size()](https://www.javatpoint.com/java-concurrentlinkedqueue-size-method) | Returns the number of the elements in this queue. |
| [spliterator()](https://www.javatpoint.com/java-concurrentlinkedqueue-spliterator-method) | Returns a spliterator over the elements in this queue. |
| [toArray()](https://www.javatpoint.com/java-concurrentlinkedqueue-toarray-method) | Returns an array containing all the elements of this queue which are in proper sequence. |

 ConcurrentLinkedQueue<Integer> queue = **new** ConcurrentLinkedQueue<Integer>();

You can use Java Priority Queue as a Heap.

**Min Heap:** --> to keep the min element always on top, so you can access it in O(1).

PriorityQueue<Integer> minHeap = new PriorityQueue<Integer>();

**Max Heap:** --> to keep the max element always on top, the same order as above.

PriorityQueue<Integer> maxHeap = new PriorityQueue<>(Comparator.reverseOrder());

Which is the same as (Integer o1, Integer o2) -> Integer.compare(o2, o1) or - Integer.compare(o1, o2) as suggested from other answers.

And you can use:  
add --> to add element to the queue. O(log n)  
remove --> to get and remove the min/max. O(log n)  
peek --> to get, but not remove the min/max. O(1)

Stream In Java

Difficulty Level : [Medium](https://www.geeksforgeeks.org/medium/)

Last Updated : 09 Oct, 2019

Introduced in Java 8, the Stream API is used to process collections of objects. A stream is a sequence of objects that supports various methods which can be pipelined to produce the desired result.  
The features of Java stream are –

A stream is not a data structure instead it takes input from the Collections, Arrays or I/O channels.

Streams don’t change the original data structure, they only provide the result as per the pipelined methods.

Each intermediate operation is lazily executed and returns a stream as a result, hence various intermediate operations can be pipelined. Terminal operations mark the end of the stream and return the result.

Different Operations On Streams-  
**Intermediate Operations:**

**map:**The map method is used to returns a stream consisting of the results of applying the given function to the elements of this stream.  
List number = Arrays.asList(2,3,4,5);  
List square = number.stream().map(x->x\*x).collect(Collectors.toList());

**filter:** The filter method is used to select elements as per the Predicate passed as argument.  
List names = Arrays.asList("Reflection","Collection","Stream");  
List result = names.stream().filter(s->s.startsWith("S")).collect(Collectors.toList());

**sorted:** The sorted method is used to sort the stream.  
List names = Arrays.asList("Reflection","Collection","Stream");  
List result = names.stream().sorted().collect(Collectors.toList());

**Terminal Operations:**

**collect:** The collect method is used to return the result of the intermediate operations performed on the stream.  
List number = Arrays.asList(2,3,4,5,3);  
Set square = number.stream().map(x->x\*x).collect(Collectors.toSet());

**forEach:** The forEach method is used to iterate through every element of the stream.  
List number = Arrays.asList(2,3,4,5);  
number.stream().map(x->x\*x).forEach(y->System.out.println(y));

**reduce:** The reduce method is used to reduce the elements of a stream to a single value.  
The reduce method takes a BinaryOperator as a parameter.

List number = Arrays.asList(2,3,4,5);  
int even = number.stream().filter(x->x%2==0).reduce(0,(ans,i)-> ans+i);

Here ans variable is assigned 0 as the initial value and i is added to it .

 List<Float> productPriceList2 =productsList.stream()

                                     .filter(p -> p.price > 30000)// filtering data

                                     .map(p->p.price)        // fetching price

                                     .collect(Collectors.toList()); // collecting as list

        Stream.iterate(1, element->element+1)

        .filter(element->element%5==0)

        .limit(5)

        .forEach(System.out::println);

Output: 5 10 15 20 25